***ALL PROGRAMS OF 1ST SEMESTER OF PF (PROGRAMMING FUNDAMENTALS)***

**Problem 1:**

**A cashier has currency notes of denominations 10, 50, and 100. If the amount to be withdrawn is input**

**through the keyboard in hundreds, find the total number of currency notes of each denomination the**

**cashier will have to give to the withdrawer. Write a C++ program of the details mentioned above.**

**Code:**

#include<iostream>

using namespace std;

int main()

{

int amount, tens, fiftys, hundreds;

cout << "\t Expected Output:"<<endl;

cout << "Example 1:" << endl; //first time input

cout << "Enter amount in hundred: ";

cin >> amount;

tens = amount / 10;

fiftys = amount / 50;

hundreds = amount / 100;

cout << "Currency note in denomination 10 are : " << tens << endl;

cout << "Currency note in denomination 50 are : " << fiftys <<endl;

cout << "Currency note in denomination 100 are : " << hundreds <<endl;

cout << "Example 2:" << endl; //second time input

cout << "Enter amount in hundred: ";

cin >> amount;

tens = amount / 10;

fiftys = amount / 50;

hundreds = amount / 100;

cout << "Currency note in denomination 10 are : " << tens << endl;

cout << "Currency note in denomination 50 are : " << fiftys << endl;

cout << "Currency note in denomination 100 are : " << hundreds << endl;

return 0;

}

**OUTPUT:**
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**Problem 2:**

**Write a C++ program that calculates the monthly salary of an employee. The salary is calculated after**

**the deduction of the following taxes.**

**Income Tax: 10%**

**Global Life Insurance: 2.75%**

**Pension Plan: 2.3%**

**Health Insurance: 200.0 rupees**

**Your program should prompt the user to input the gross amount and your program should show each**

**tax and net salary (after tax deduction). Your output should be in the same format (not the same values)**

**as shown in the examples below.**

**Expected output:**

**Example 1:**

**Enter Gross amount of employee(RS. ): 100000**

**Income Tax (RS.): 10000**

**Global Life Insurance(RS.): 2750**

**Pension Plan (RS.):2300**

**Health Insurance: 200.0 rupees**

**Net Salary (after tax deduction) (Rs. ): 84750**

**Code:**

#include<iostream>

#include<iomanip>

using namespace std;

int main()

{

double monthly\_salary, income\_tax, G\_L\_insurance, pension,net\_amount;

float health\_insurance = 200.0;

cout << "\t Expected Output:" << endl;

cout << "Example 1:" << endl;

cout << fixed << setprecision(1);

cout << "Enter Gross amount of employee(RS. ): ";

cin >> monthly\_salary;

income\_tax = monthly\_salary \* 0.1;

G\_L\_insurance = monthly\_salary \* 0.0275;

pension = monthly\_salary \* 0.023;

net\_amount = monthly\_salary - income\_tax - G\_L\_insurance - pension - health\_insurance;

cout << "Income Tax (RS.): " << income\_tax<<endl;

cout << "Global Life Insurance(RS.): " << G\_L\_insurance << endl;

cout << "Pension Plan (RS.): " << pension << endl;

cout << "Health Insurance: " << health\_insurance << endl;

cout << "Net Salary (after tax deduction) (Rs. ): " << net\_amount << endl;

return 0;

}

**Output:**
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**Problem 3:**

**Write a C++ program that takes a 5-digit number in variable X. Your program should store the reverse of the entered number into variable Y. Your program also prints it on screen.**

**Note: you are not supposed to take 5 separate numbers, but you have to take one number of 5 digits in a single variable. Also, store its reverse in a single variable.**

**Output:**

**Example 1:**

**Enter 5 Digit number in Variable X: 57391**

**5 Digit number in reverse order in Variable Y is: 19375**

**Code:**

#include <iostream>

using namespace std;

int main() {

int x, y = 0; // x for input, y for reversed number

// Input a 5-digit number

cout << "Enter 5-digit number in variable X: ";

cin >> x;

y = (x % 10) \* 10000;

x =x / 10;

y = y + (x % 10) \* 1000;

x = x / 10;

y = y + (x % 10) \* 100;

x = x / 10;

y = y + (x % 10) \* 10;

x = x / 10;

y = y + (x % 10);

cout << " 5 digit number in reverse order in variable Y is :" << y << endl;

return 0;

}

**Output:**
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**Problem 4:**

**Write a program that takes marks of 5 courses as input, of 5 students and outputs the students who got the highest aggregate without utilizing any loops.**

**Code:**

#include<iostream>

#include<iomanip>

using namespace std;

int main()

{

int a1, a2, a3, a4, a5, rolla, A;

int b1, b2, b3, b4, b5, rollb, B;

int c1, c2, c3, c4, c5, rollc, C;

int d1, d2, d3, d4, d5, rolld, D;

int e1, e2, e3, e4, e5, rolle, E;

cout << "\t\tRoll#\t C1\tC2\tC3\tC4\tC5" << endl;

cout << "Input:" << endl;

cout << "\t\t";

cin >> rolla;

cin >> a1 >> a2 >> a3 >> a4 >> a5;

cout << endl;

cout << "\t\t";

cin >> rollb;

cin >> b1 >> b2 >> b3 >> b4 >> b5;

cout << endl;

cout << "\t\t";

cin >> rollc;

cin >> c1 >> c2 >> c3 >> c4 >> c5;

cout << endl;

cout << "\t\t";

cin >> rolld;

cin >> d1 >> d2 >> d3 >> d4 >> d5;

cout << endl;

cout << "\t\t";

cin >> rolle;

cin >> e1 >> e2 >> e3 >> e4 >> e5;

cout << "Sample Output:";

cout << endl;

A = a1 + a2 + a3 + a4 + a5;

B = b1 + b2 + b3 + b4 + b5;

C = c1 + c2 + c3 + c4 + c5;

D = d1 + d2 + d3 + d4 + d5;

E = e1 + e2 + e3 + e4 + e5;

if ((A > B && A > C) && (A > D && A > E))

cout << rolla << " has highest aggregrate of " << A;

else if ((B > A && B > C) && (B > D && B > E))

cout << rollb << " has highest aggregrate of " << B;

else if ((C > A && C > B) && (C > D && C > E))

cout << rollc << " has highest aggregrate of " << C;

else if ((D > A && D > B) && (D > C && D > E))

cout << rolld << " has highest aggregrate of " << D;

else if ((E > A && E > B) && (E > C && E > D))

cout << rolle << " has highest aggregrate of " << E;

else if ((A == B && A > C) && (A > D && A > E))

cout << rolla << " and " << rollb << " has highest aggregrate of " << A;

else if ((A == C && A > B) && (A > D && A > E))

cout << rolla << " and " << rollc << " has highest aggregrate of " << A;

else if ((A == D && A > B) && (A > C && A > E))

cout << rolla << " and " << rolld << " has highest aggregrate of " << A;

else if ((A == E && A > B) && (A > C && A > D))

cout << rolla << " and " << rolle << " has highest aggregrate of " << A;

else if ((B == C && B > A) && (B > D && B > E))

cout << rollb << " and " << rollc << " has highest aggregrate of " << B;

else if ((B == D && B > A) && (A > C && A > E))

cout << rollb << " and " << rolld << " has highest aggregrate of " << B;

else if ((B == E && B > A) && (B > C && B > D))

cout << rollb << " and " << rolle << " has highest aggregrate of " << B;

else if ((C == D && C > A) && (C > B && C > E))

cout << rollc << " and " << rolld << " has highest aggregrate of " << C;

else if ((C == E && C > A) && (C > B && C > D))

cout << rollc << " and " << rolle << " has highest aggregrate of " << C;

else if ((D == E && D > A) && (D > B && D > C))

cout << rolld << " and " << rolle << " has highest aggregrate of " << D;

else if (A == B && A == C && A > D && A > E)

cout << rolla << ", " << rollb << ", and " << rollc << " have the highest aggregate of " << A;

else if (A == B && A == D && A > C && A > E)

cout << rolla << ", " << rollb << ", and " << rolld << " have the highest aggregate of " << A;

else if (A == B && A == E && A > C && A > D)

cout << rolla << ", " << rollb << ", and " << rolle << " have the highest aggregate of " << A;

else if (A == C && A == D && A > B && A > E)

cout << rolla << ", " << rollc << ", and " << rolld << " have the highest aggregate of " << A;

else if (A == C && A == E && A > B && A > D)

cout << rolla << ", " << rollc << ", and " << rolle << " have the highest aggregate of " << A;

else if (A == D && A == E && A > B && A > C)

cout << rolla << ", " << rolld << ", and " << rolle << " have the highest aggregate of " << A;

else if (B == C && B == D && B > A && B > E)

cout << rollb << ", " << rollc << ", and " << rolld << " have the highest aggregate of " << B;

else if (B == C && B == E && B > A && B > D)

cout << rollb << ", " << rollc << ", and " << rolle << " have the highest aggregate of " << B;

else if (B == D && B == E && B > A && B > C)

cout << rollb << ", " << rolld << ", and " << rolle << " have the highest aggregate of " << B;

else if (C == D && C == E && C > A && C > B)

cout << rollc << ", " << rolld << ", and " << rolle << " have the highest aggregate of " << C;

else if (A == B && A == C && A == D && A > E)

cout << rolla << ", " << rollb << ", " << rollc << ", and " << rolld << " have the highest aggregate of " << A;

else if (A == B && A == C && A == E && A > D)

cout << rolla << ", " << rollb << ", " << rollc << ", and " << rolle << " have the highest aggregate of " << A;

else if (A == B && A == D && A == E && A > C)

cout << rolla << ", " << rollb << ", " << rolld << ", and " << rolle << " have the highest aggregate of " << A;

else if (A == C && A == D && A == E && A > B)

cout << rolla << ", " << rollc << ", " << rolld << ", and " << rolle << " have the highest aggregate of " << A;

else if (B == C && B == D && B == E && B > A)

cout << rollb << ", " << rollc << ", " << rolld << ", and " << rolle << " have the highest aggregate of " << B;

else if (A == B && A == C && A == D && A == E)

cout << rolla << ", " << rollb << ", " << rollc << ", " << rolld << ", and " << rolle << " all have the same highest aggregate of " << A;

return 0;

}

**Output:**
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**Problem 5:**

**Write and run a program that plays the game of “Rock, paper, scissors.” In this game, two**

**players simultaneously say (or display a hand symbol representing) either “rock,” “paper,” or**

**“scissors.” The winner is the one whose choice dominates the other.**

**The rules are: paper dominates (wraps) rock, rock dominates (breaks) scissors, and scissors**

**dominate (cut) paper.**

**You can use 1=rock, 2=paper, 3=scissor**

**Code:(If total turns are 10)**

#include<iostream>

#include<iomanip>

using namespace std;

int main()

{

int a, b;

int c = 0, d = 0;

cout << "1=rock\t\t2=paper\t\t3=scissor" << endl;

cout << "You have total 10 turns.The player who wins most turns from 10 will win the battle." << endl << endl;

for (int i = 1; i <= 10; i++)

{

cout << "player 1 turn: ";

cin >> a;

cout << "player 2 turn: ";

cin >> b;

if ((a == 1 && b == 1) || (a == 2 && b == 2) || (a == 3 && b == 3))

cout << "Draw" << endl;

else if (a == 1 && b == 2)

{

cout << "Player 2 wins" << endl;

d = d + 1;

}

else if (a == 1 && b == 3)

{

cout << "Player 1 wins" << endl;

c = c + 1;

}

else if (a == 2 && b == 1)

{

cout << "Player 1 wins" << endl;

c = c + 1;

}

else if (a == 2 && b == 3)

{

cout << "Player 2 wins" << endl;

d = d + 1;

}

else if (a == 3 && b == 1)

{

cout << "Player 2 wins" << endl;

d = d + 1;

}

else if (a == 3 && b == 2)

{

cout << "Player 1 wins" << endl;

c = c + 1;

}

else

{

cout << "Invalid number" << endl;

i--;

}

cout << endl;

}

cout << "-----------------"<<endl;

if (c > d)

cout << "Overall Player 1 wins";

else if (d > c)

cout << "Overall Player 2 wins";

else

cout << "Draw";

return 0;

}

**Output:**
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**Code:(If 10 is the limit to win for a player)**

#include<iostream>

#include<iomanip>

using namespace std;

int main()

{

int a, b;

int c = 0, d = 0;

cout << "1=rock\t\t2=paper\t\t3=scissor" << endl;

cout << "The player who do 10 points will win the match." << endl << endl;

for (;c<=10&&d<=10 ;)

{

cout << "player 1 turn: ";

cin >> a;

cout << "player 2 turn: ";

cin >> b;

if ((a == 1 && b == 1) || (a == 2 && b == 2) || (a == 3 && b == 3))

{

cout << "Draw" << endl;

}

else if (a == 1 && b == 2)

{

cout << "Player 2 wins" << endl;

d = d + 1;

}

else if (a == 1 && b == 3)

{

cout << "Player 1 wins" << endl;

c = c + 1;

}

else if (a == 2 && b == 1)

{

cout << "Player 1 wins" << endl;

c = c + 1;

}

else if (a == 2 && b == 3)

{

cout << "Player 2 wins" << endl;

d = d + 1;

}

else if (a == 3 && b == 1)

{

cout << "Player 2 wins" << endl;

d = d + 1;

}

else if (a == 3 && b == 2)

{

cout << "Player 1 wins" << endl;

c = c + 1;

}

else

{

cout << "Invalid number" << endl;

}

if (c == 10 || d == 10)

{

break;

}

cout << endl;

}

cout << "-----------------"<<endl;

if (c > d)

cout << "Overall Player 1 wins";

else

cout << "Overall Player 2 wins";

return 0;

**}**

**Problem 6:**

**Write a program to find the largest digit in a given number. The program should use a function to perform the task. You must define a function that takes the number as input and returns the largest digit. Additionally, use a while loop within the function to process the number.**

**Output:**

**Sample Input:**

**87239**

**Sample Output:**

**9**

Code:

#include<iostream>

using namespace std;

int largest(int num)

{

int last, larger = -10;

if (num < 0) //handle negative numbers

{

while (num != 0)

{

last = num % 10;

if (last > larger)

{

larger = last;

}

num = num / 10;

}

return larger;

}

else //handle positive numbers

{

while (num != 0)

{

last = num % 10;

if (last > larger)

larger = last;

num = num / 10;

}

return larger;

}

}

int main()

{

int num,larger;

cout << "Enter a number: ";

cin >> num;

larger=largest(num);

cout << "Larger number = "<<larger;

}

Output:
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**Problem 7:**

**Create a program that prints the first n numbers in the Fibonacci sequence. Implement this by using a function that handles the logic. The function should take n as a parameter and use a for loop to calculate and print the sequence.**

**Note: The Fibonacci sequence is a series where each number is the sum of the two preceding ones, starting from 0 and 1. The sequence looks like this: 0, 1, 1, 2, 3, 5, 8, 13, and so on.**

**Sample Input:**

**5**

**Sample Output:**

**0 1 1 2 3**

Code:

#include<iostream>

using namespace std;

void fibonacci(int );

int main()

{

int num;

cout << "Enter the limit for fibonacci sequence: ";

cin >> num;

fibonacci(num);

}

void fibonacci(int n)

{

int sum = 0, a = 0, b = 1;

if (n == 0)

{

cout << "Invalid number. Please Enter a number greater than 0";

}

else if (n == 1)

{

cout << "0";

}

else if (n == 2)

{

cout << "0,1";

}

else

{

cout << "0,1,";

for (int i = 3; i <= n; i++)

{

sum = a + b;

a = b;

b = sum;

cout << sum << ",";

}

cout << "\b.";

}

}

Output:
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**Problem 8:**

**Write a C++ program that takes two numbers from the user, start and end, and displays**

**all the prime numbers in that range. Implement this by using a function that handles the**

**logic.**

**Sample Input:**

**Enter the start number: 10**

**Enter the end number: 30**

**Sample Output:**

**The prime numbers between 10 and 30 are: 11, 13, 17, 19, 23, 29.**

Code:

#include<iostream>

using namespace std;

int prime(int start, int end)

{

int c;

for (int i = start + 1; i < end; i++)

{

c = 0;

for (int j = 1; j <= i; j++)

{

if (i % j == 0)

{

c++;

}

}

if (c == 2)

cout << i << ",";

}

cout << "\b.";

return 0;

}

int main()

{

int start, end;

cout << "Enter start number: ";

cin >> start;

cout << "Enter end number: ";

cin >> end;

if(start<end)

cout << "Prime numbers between " << start << " and " << end << " are ";

prime(start, end);

return 0;

}

Output:
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**Problem 9:**

**Write a C++ program that prints a diamond shape made of characters. The program**

**should input an odd integer n, representing the diamond’s height. The diamond should**

**be centered and consist of characters starting from 'A' at the top and increasing until the**

**character corresponding to the n-th letter of the alphabet at the widest part, then**

**decreasing back to 'A'. Implement this by using a function that handles the logic for**

**generating the diamond.**

**Sample Input:**

**Enter an odd integer for the height of the diamond: 5**

**Sample Output:**

**A**

**ABA**

**ABCBA**

**ABCDCBA**

**ABCDEDCBA**

**Code:**

#include<iostream>

using namespace std;

int main()

{

int num;

cout << "Enter odd number for the height of the diamond: ";

cin >> num;

char ch;

for (int i = 0; i < num; i++)

{

ch = 'A';

for (int j = 1; j < num - i; j++)

{

cout << " ";

}

for (int k = 0; k <= i; k++)

{

cout << ch;

ch++;

}

ch =ch-2;

for (int k = 0; k < i; k++)

{

cout << ch;

ch--;

}

cout << endl;

}

return 0;

}

Output
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**Problem 10:**

**Create a simple banking system simulator with a menu-driven interface that allows users**

**to perform the following operations:**

**1. Deposit Money**

**2. Withdraw Money**

**3. Check Balance**

**4. Check if the Balance is Below a Certain Amount**

**5. Exit**

**Details:**

**1. Deposit Money:**

**○ Implement two functions to deposit money:**

**■ void deposit(double amount): This function accepts a double**

**value representing the amount to deposit. It adds this amount to**

**the global balance variable.**

**■ void deposit(double amount, const string& transactionType):**

**This overloaded function also accepts a double amount and a**

**string representing the transaction type (e.g., "bonus"). If the**

**transaction type is "bonus", a 10% bonus is added to the deposit**

**amount.**

**2. Withdraw Money:**

**○ Implement two functions to withdraw money:**

**■ void withdraw(double amount): This function accepts a double**

**value representing the amount to withdraw. It subtracts this**

**amount from the global balance variable if sufficient funds are**

**available. Otherwise, it indicates insufficient funds.**

**■ void withdraw(double amount, const string&**

**transactionType): This overloaded function accepts a double**

**amount and a string representing the transaction type (e.g., "fee").**

**If the transaction type is "fee", a $2 fee is added to the withdrawal**

**amount before subtracting from the balance.**

**3. Check Balance:**

**○ Implement a function:**

**■ void checkBalance(): This function displays the current value of**

**the global balance variable.**

**4. Check if the Balance is Below a Certain Amount:**

**○ Implement a function:**

**■ void checkBalance(double amount): This function accepts a**

**double value representing a threshold amount and checks if the**

**current balance is below this threshold. It displays whether the**

**balance is above or below the specified amount.**

**5. Global Variables:**

**○ double balance = 0.0;: A global variable to keep track of the current**

**account balance.**

**○ int transactionCount = 0;: A global variable to count the number of**

**transactions performed.**

**Example Output:**

**1. Deposit Money**

**2. Withdraw Money**

**3. Check Balance**

**4. Check if the Balance is Below a Certain Amount**

**5. Exit**

**Enter your choice: 1**

**Enter amount to deposit: 150.75**

**Deposit successful. Current balance: 150.75**

**1. Deposit Money**

**2. Withdraw Money**

**3. Check Balance**

**4. Check if the Balance is Below a Certain Amount**

**5. Exit**

**Enter your choice: 3**

**Current balance: 150.75**

**1. Deposit Money**

**2. Withdraw Money**

**3. Check Balance**

**4. Check if the Balance is Below a Certain Amount**

**5. Exit**

**Enter your choice: 4**

**Enter the amount to compare: 100.00**

**Result: Balance is above 100.00**

**1. Deposit Money**

**2. Withdraw Money**

**3. Check Balance**

**4. Check if the Balance is Below a Certain Amount**

**5. Exit**

**Enter your choice: 5**

**Exiting program...**

Code:

#include<iostream>

using namespace std;

double balance = 0.0;

int transactioncount = 0;

void deposit(double amount)

{

balance = balance + amount;

cout << "Deposit Succesful.Current balance is " << balance << endl;

transactioncount++;

}

void deposit(double amount, const string& transactionType)

{

double y;

cout << "Enter transaction type: ";

if (transactionType == "bonus")

{

balance = balance + amount;

y = balance \* 0.1;

balance = balance + y;

cout << "Deposit Succesful.Current balance is " << balance << endl;

transactioncount++;

}

else

cout << "Invalid Transaction Type";

}

void withdraw(double amount)

{

if (balance >= amount)

{

balance = balance - amount;

cout << "Your remaining balance is " << balance << endl;

}

else

{

cout << "Insufficent balance" << endl;

cout << "Your balance is: " << balance;

}

transactioncount++;

}

void withdraw(double amount, const string& transactionType)

{

double y;

cout << "Enter transaction type: ";

if (transactionType == "fee")

{

amount = amount + 2;

balance = balance - amount;

cout << "Your remaining balance is " << balance << endl;

transactioncount++;

}

else

cout << "Invalid Transaction Type";

}

void checkbalance()

{

cout << "Current balance is " << balance << endl;

}

void checkbalance(double amount)

{

if (balance > amount)

{

cout << "Balance is above " << amount << endl;

}

else if (balance < amount)

{

cout << "Balance is below " << amount << endl;

}

else

{

cout << "Your balance is equal to the " << amount << endl;

}

}

int main()

{

int choice, i = 1;

double amount;

while (i == 1)

{

cout << "1. Deposit Money\n2. Withdraw Money\n3. Check Balance\n4. Check if balance is below a certain"

<< " amount\n5. Exit" << endl << endl;

cout << "Enter your choice: ";

cin >> choice;

if (choice == 1)

{

cout << "Enter the amount to deposit: ";

cin >> amount;

deposit(amount);

cout << endl;

system("pause");

cout << endl;

}

else if (choice == 2)

{

cout << "Enter the amount to withdraw: ";

cin >> amount;

withdraw(amount);

cout << endl;

system("pause");

cout << endl;

}

else if (choice == 3)

{

;

checkbalance();

cout << endl;

system("pause");

cout << endl;

}

else if (choice == 4)

{

cout << "Enter the amount to compare: ";

cin >> amount;

checkbalance(amount);

cout << endl;

system("pause");

cout << endl;

}

else if (choice == 5)

{

cout << "Exiting Program";

break;

}

else

{

cout << "Invalid Choice";

break;

}

}

return 0;

}

**Output:**
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**Problem 11:**

**Write a program that asks the user to enter two numbers and prints their sum, difference,**

**product, and quotient**.

**Code:**

#include<iostream>

using namespace std;

int main(){

int a, b;

cout << "First integer is: ";

cin >> a;

cout << "Second integer is: ";

cin >> b;

cout << "a +b = " << a + b << endl;

cout << "a - b = " << a - b << endl;

cout << "a / b= " << (float) a / b << endl;

cout << "a \* b = " << a \* b << endl;

return 0;

}

**Output:**
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**Problem 12:**

**Write a program that asks the user to enter a weight in kilograms and converts it to pounds. (1kg = 2.20462 lbs).**

**Code:**

#include<iostream>

using namespace std;

int main() {

double kg, pound;

cout << "Enter weight in kilogram ";

cin >> kg;

pound = kg \* 2.20462;

cout << "Weight in pound " << pound;

return 0;

}

**Output:**
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**Problem:13**

**Swap the values of two variables :**

* **Without third variable**
* **With third variable**

**Code:**

#include<iostream>

using namespace std;

int main()

{

//swapping values without third variable

int a = 5, b = 10;

cout << "Before swapping the values are a= " << a << " and b= " << b<<endl;

b = a + b;

a = b - a;

b = b - a;

cout << "After swapping the values are a= " << a << " and b= " << b;

//swapping values with third variable

int a = 5, b = 10,temp;

cout << "Before swapping the values are a= " << a << " and b= " << b << endl;

temp = a;

a = b;

b = temp;

cout << "After swapping the values are a= " << a << " and b= " << b;

return 0;

}

**Output:**
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**Problem 14**

**Write a program that takes total and obtained marks of a student in 3 subjects EE, Maths and FCP. Calculate overall and individual percentage of a subjects.**

**Code:**

#include <iostream>

using namespace std;

int main() {

// Variables to hold obtained and total marks for each subject

float obtained\_fcp, total\_fcp;

float obtained\_math, total\_math;

float obtained\_ee, total\_ee;

// Input for obtained and total marks in three subjects

cout << "Enter total marks in FCP: ";

cin >> total\_fcp;

cout << "Enter total marks in Math: ";

cin >> total\_math;

cout << "Enter total marks in EE: ";

cin >> total\_ee;

cout <<endl<< "Enter obtained marks in FCP: ";

cin >> obtained\_fcp;

cout << "Enter obtained marks in Math: ";

cin >> obtained\_math;

cout << "Enter obtained marks in EE: ";

cin >> obtained\_ee;

float percentage\_fcp = (obtained\_fcp / total\_fcp) \* 100;

float percentage\_math = (obtained\_math / total\_math) \* 100;

float percentage\_ee = (obtained\_ee / total\_ee) \* 100;

float overall\_obtained = obtained\_fcp + obtained\_math + obtained\_ee;

float overall\_total = total\_fcp + total\_math + total\_ee;

float overall\_percentage = (overall\_obtained / overall\_total) \* 100;

cout << "\nPercentage in FCP: " << percentage\_fcp << "%" << endl;

cout << "Percentage in Math: " << percentage\_math << "%" << endl;

cout << "Percentage in EE: " << percentage\_ee << "%" << endl;

cout << "\nOverall Percentage: " << overall\_percentage << "%" << endl;

return 0;

}

**Output:**
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**Problem 15**

**Write a C++ code to get three numbers from the user and find their average.**

**Code:**

#include <iostream>

using namespace std;

int main() {

float num1, num2, num3, average;

cout << "Enter the first number: ";

cin >> num1;

cout << "Enter the second number: ";

cin >> num2;

cout << "Enter the third number: ";

cin >> num3;

average = (num1 + num2 + num3) / 3;

cout << "The average of the three numbers is: " << average << endl;

return 0;

}

**Output:**
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**Problem 16**

**Write a C++ program to get distance and time from the user and calculate the velocity.**

**Hint: Velocity = distance / time**

**Code:**

#include <iostream>

using namespace std;

int main() {

float distance, time, velocity;

cout << "Enter the distance (in meters): ";

cin >> distance;

cout << "Enter the time (in seconds): ";

cin >> time;

velocity = distance / time;

cout << "The velocity is: " << velocity << " meters per second" << endl;

return 0;

}

**Output:**

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAagAAABtCAYAAAD04PVzAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAJcEhZcwAAEnQAABJ0Ad5mH3gAACA2SURBVHhe7Z0NcFzVdYDPrg3+xQYMOPYimYn14xiaOm1+KsmhltsmtZQmhsnsTGzPaNomkuyWkWizSeygNKkITKok2MlEltSZTtWxlVadUtpUUn4lF7NWU0IhgyHIlgOSIwOOCRgMln+k7T333rfvZ9/PfbtvV2+t88Gzdt97+9659917zz3n3ndPJBaLpcCGVMq8OxKJwNKlS2H58uWwePFiWLhwId83V1jlIwiCIK4tbBWUtfG/7rrrYPXq1TA9PQ1nz56F8+fPw+XLl2FmZkaeQRAEQRDBkqGgjMoJLaSVK1fCkiVL4OWXX+YbWS4EQRBEIYjKvxyr8kHlhNbT8ePH4cyZM6ScCIIgiIKRVlB2bj0ca3rxxRfh0qVLci9BEARBFAauoOwsIxxzeuWVV+DNN9+UewiCIAiicETtlNOyZcv4hAh06xEEQRDEXGAag0JQYeFU8nPnzsk9BEEQBFF4bCdJ4NjT66+/zj8TBEEQxFxgO0liwYIF9I4TQRAEMafYTpKIRqP8RVyCIAiCmCsia9euZfrJrKDKysrg6NGj8pszW//wI/JTMAz/+IfyE0EQBDHfiaxZsyatnTRFVV5erqSgvvq1r8tP/kALbcWKFfDO22/DgoULYeGCBfDWhQvwxc9/Vp5BEARBzHcyZvH5JXU1CrOXLdulzG2GbxGYmY5A5Op1UPquO2DRguWwcsnNsHrVGnk1giAIghDkrKCmX1oOF35+M7z1zE3w1v/dBOefuhHeeGolvP6zlfCb/10Br/30BnhtdDmcY9uvk8vhLNt+NXw9DHdNwInvXYWn+9+En33P/X2rxsEUs+5Owv5quSODRhhk1l9qsFF+134zyI6El+r9J7nVqionT5MhjUaMxwqVdrzPSeeHwhGyGDYH+XOB52PAz15/NubNK712qORTPslMS3jqxVznDRFuojdt+mO4rfbPYW19K6z64D2w7I7fhuh1i+Rhb9AqunoR4Oo7EbjC/l65yL6zz1ffYfv4foDLeOxtdox9vvJ2Ci5fSMGFNy7D9FszcPH8VZi+cEVezY0yqI/bF+Tq/QkoHx+X3wQ9dcxSi9RBj/weOqr3Q28LwIEag5yNg5A6uR+cqmvPY0MA27bbNC6NsH0bwNBjIrXhSHs17D+Zgm5o4osOa1vTiY16+jzSmy2BpX/ILHsk0gQnW5KhauDdEc8g2XISmozpaALYXhwJIOY50Vvu3gXX37QaYOEiWHrHJlj7J5+DWz+8Sx72ZnZ2Fmauim3h9Qtgyz0b4aO7NsG771qd3j8zI/6WvXcNvP8P1qe/68fNkzTsGGcKqKzlAZuGoRri9WXyc7FxEp4/Jj+q0PMYDMG2zMalcTvbOwRSP4WD6jjUl43DgQfNQvW0toKfJIeLHqiL1MCB8W3QnQdLMGiq9/dCCxyAGquy7qmDujCVFYJwIPpS7/3w6o+64dfDfw+vDH0LXvrH++DCyf+Rh72ZZcpl5moKlq5YBO95/+1we/kqiK2/GZavXAxX00pohiul8k2ooMpg1qCYcEvNeisoGOjgDUNm4/wAr4QdA/K7xM51YHV1iDZG9DIHG6Wb0NA7znCNWBsltADSx80uSLff8mPJFmYTsoZOHuNuqW5mBpW1QNJyvk4PCCPKfKxRmE/pRigj7bZyYnotblNm1Z00Wgf8u/Y7tvmxdo49z9RvGVTcJb9bsE+vgkwM/luDTNZbqDx7+/xV4Ri0dmRasubr27ujTeeY8jK7dDfi9RzT0QgPtJTBUId3h8A9b7T6If6KcyyyZlkPnFDJS2J+EGUmEPuDBQG/sn/Y/9NnX8IvSsxya2gGSpliunf3h+Bfv3UMvpMYgp/+4CRXQnj55SuXQDQagXfeugSXLl6B5TcuximD/LeonLAgenMc+gfGYVvC3Ehi4zw+0M+OuoOF3uTqqDkAJ+QxpDyxHU4Y3G0Z52PPubxbr2DYgHSXSxcd25p0Den122Ot5fz+48zq4eew7ix3SzWxhm8ce7xinx2Zbr5q2Fiuu/cycJHTi+p4BQxov8M0sK5AUqGBEfTAgwfY8+q2H2NQTa8VbKS7y+VvcOuogG7WELvh+Sz9cvwEe3blsFEmi1+/fkCXqekktCTNyqWsJQm90KDf31deZpFuRataNW+2dfcCNIhzmobKoKVX1sMc6oEdKnlJzB/4JIll7/4ALFrNWrksmGUKhltCqGjYf8KiEhYSKqClN1wPrQfqoey974Lh/mfhZz85BX/9nY8zJbVEXkGdY60dMFRWD+mhKFY5EtuGoKPVq48oe5NNBlfHsVZoNVbegQdBvwyej+NDRtcI6zk3MKViUg4GF10Pux7/rPrbLOFuPr1xFK40r4bITk5vjrXWGc6VlkO5YQzJA00RsxaGd0JyHwzHsbZxONBgsAp66liDKT/bkofnwa1DDXl9k0wPZlr7Q01Qns5M7f4JResgm3SroJ434wca0mWh50F2vKzCYLkGVQ8U85KYN0SXrf8AvOsju2HxbaVylz+EQprhf9H60l13QkldeGMa/vmbSZgcOwcX374Mv3jyV/Bf//AU7Pr83Xycyh/o4tInS1THmeIzuLYcUehNnjQOBvHzbcaHeMMklcOxfhjAsQjW8Jo6hCq/zQmfeeAkpyLYo027W9Al5xfWESjnPeEhbkVkbbUg1RtZDmbm7fET5gkyJvLxPLgcEn59ZlEkZR7xLQlW42b8hMXGNyk5D7JJtwo+8sZUPzh5qAeKeUnMH6JrPvoX8Nrov8D5Z38id/mDu/iuzMKZX/4GRv7tObh7+0b4ROMHoOJ31nLrKrowCiXlq5glJWYGnn/tHRh7agoqfzcGK1ct5fv8gL034JMlcHIE621ZBuELB+sNlrOGl1kI5d1YkQrnhkA3X1l9nOWAmCDi6N7jZCunGJMzu1ty6LKzHj93aypbDTbcVcGarxCAcowPQH+68ZWuWssW2ESEbNJtcUPmj6DrQZ7zkigqohdefAqmz07A4rWVsHjNBli0pgIWrrxNHvYGrSW0nlBB/bDvGVi15gZYt+FWuBGVD7OoFqKCqrgFliy/Xv4C4MrlGTg+OsmVlW9kj237IE6OMDYSLvitrE7n2/VkuYVQw90QCWx5/fw2W9DNh67ORhX3nsQqpx3GhpDLyxqLct3dUo2DXbnAe8/OEydsMcrkkLd3Vbg034E/D6a4mSWZnnygWLbKrIl2sjA0ck03ryfMGnnARV0EmTdB1APFvCTmD9Hl6z8IsXv2Qmz7FyD2ic9B7OMJuPG9fyQPe5PCaebMikJrCd15PQ/8CL553/dgdEhMQbhwXuz75fFX+XfEbp86rMfWMQTbtonJEUp1iFWeDhzYNQ62Vu+H/U511+58Zq3s5y8uPSjcaY2DGS4z7gZR+a0bJt++E8LN19Ld4u3idJITjsMJUwMmGl4zhsaC5VevH18LDp5bbozvq2W4Wk3p9ZBJy1ttgB5h6XP1POb6PIxgmlLdsG2oSe/RO11/0DLjcVu34TmIdI2n7++Vbqls/KSbWzZNMMTumzH7UisTQeRNkPVANS+JeUP0jWe+D6c6G9j2p3Cq68/gl92fgXNHD8vD3qjMvwscPlFAZXKEDs4aaxqS07pxS9Zju+AInl9zoFw/P5WE+oEafaCb9faES0M/pjVanr91Qg4I899Za70FPpuP4e7eYzjKaWjA+LHt8Bi64PiPGKyxaODzG+RvcRKXHxcfWkvpa4tNzOgyDJpnpNdDJkZPHeul4ww47brbH2N57T4Wk/XzsMifSlZAB7qcLP6mjLKF1z9h7jyNH2iCEwntuFBypkkTrunG4/7TzSQT720Zf4db4gRonvGs80Yj4HqgkpfE/CGy5eujqfPPDcO5J/rYVzHRYf0dpXDkx98XZ7iAi8VefC0CMxfljixZsARgyaoULRZLED7AqeeJEz6UCUEUGZHyu+9Nrf3YX8H5Z4bgtSf/3ZeConAbBDFHNA4CM8TMFilBXGNESivuSuE7UDPTb8KVN172paAIgigM/EVd05gTznYj5URc23AFhVopxf716+IjCIIgiHwRjSxYaFJOkUXLYGnpb/GDBEEQBDFXRGofeTJ1+Te/gqvvnIeFN9wCC5asgFvO/wIefahJnkIQBEEQhSdS8fv3phbdegd/nyl19TK8ffpZKLkhCkcf/295CkEQBEEUnsiaNWuEg0/4+Tjl5eVw9OhR+Y0gCIIgCk/OId8JgiAIIh+QgiIIgiBCCSkogiAIIpSQgiIIgiBCCSkogiAIIpQ4zuJ7+umn5TeCIAiCKDxkQREEQRChhCsoo/Vk/EwQBEEQcwVZUARBEEQoIQVlQySyAfYcPgJHHq6XewpP/cP299+w5zAcOTK3shUDkfqHWT49DPWRiNyjQ3mYPZFIPTzM8u7h+sx8JYigcVVQopKzimzdDu+BDTYV343Ihj1wmP02LAU7bPL4Zer0KfnJP8Wedi8wfYcSVTDV3wsDLi7rXPKwkITpeaVSA9DbPwVViZG8y5PZ/hyGPRuc76mfb98xIYoPBQtqFDpqa2HLli36trMTXqCxqjnhhc6d/Bns7HxB7iGMYA//oa44xEY7HPOI8jA3MP+auZJ6KK+KIDWw19TuNPcDxLsO2Sop9Hrs3lElvxHXCuTiI64pKnfvgCrsVO0blHuIfDB2sI/lchUkHqqTe/KPuGcMStbLHQYqd7dBPMaee8eo3ENcC/D3oKyz+CoqKvh7UGgyjySAWVD7bF0lvNdyqAtqks3QDm3QFY+JA1P90LzrILey0N+f3p8BWmf6tcX9DL0g1gvesndAfpHHd5xm156ABiaYduZoRy3sHVCz6FTkGYRKnq74ZAc0n95hmy4NL5lVybgOYriW6n0yr6PnsZ9nkXGuURaF524Ex9N0kaagv3kXdL6QhzxE64mVi9L+ZlvryOs+ftPlBL8PltO+EujC++Hv2wHa0LLzUebnou5kXMdyHyNCvkmP4zGWfPvn4RfuumV5OGmV2fDcd000MPmd2yyiuAjEgorFu6CrpI+b4bW1HTAai0Pb7kp+THOn1DL7fIp9xwqhm+17LRUMC5Y4zq9TlcgcyGbX7hIn8vP8uhpU5eGw+3fVJKGZyWRNF6IsswfiOqWs4dZlsXYENXdHbW0zsCTboo29OKXJz7NoY020dkxL1+E9G/hxDbfnjmgD6olS1kCn84i11Fv1XndQecip28wa3ilIDo/JHWZU8hDxSpcSWE5RIWBex2qgra0E+ni+V8FmmXyvtBe67niVHytjw0lTevJNXQNT8EzZ91qM47qHmMJl+9sP2j93onhRUFDMjB8ZMQxUss1a8LGHKF0qOIj6BGtcY3Z2uAOa/9g4qK0NxkLV5gzlgxVI60GJSlIK63y2H0oYes7WdPmV2Qn9Ou0mqyIr1pewHvoU5Dr2jw25scfr+Ew9nnva3WawPlKpF6Cz02CJBZCHGpXrStm/kzCRazuVY3nWGO07CEIUZgUle2FwbIJJJwi+/ARQd/yWn7FhSLLblDpUPk3B5mI9ofLV2p1EFbO+2y0eDKZUWfJ5XqtauETxkN0kCav7ZXIix8KxHkpYHcaeq1ER2rs3RuEJQw8q9UIn7NyyM/fG3Q7XdPmR2YXKrVDDfjKZc6vKGOxllkEM4l3YoXCf8eQFn+ZuSJfJ66Ph8dzXYwaNPpFuODMJKA+NTJ2GnOfm5VyeEXNDn/l8g0p7gHUny/KTjfJWxThRorY5CTVMNs2S58q5TUyIUXXxE8VFqCZJmF0L2ubsYggDYZKZWyc70cWDLqzsFZUYMzJ3TPyOPWPjwQ0aBQLNw1gJa7KLh6DSHsR1si0/hZqujwq1D63Zmq3iNZe6BojHmFVl9fkR1wwhUVCn4DT3SBRuRlDuBCSzdPsY3SQ4drPZzmJRJKOhaVCXMX1vV8vHG5RhAhPm6q4K9rmP8Rvmyd0bOEGlPfi6o1x+grT+s6COF1RNkQrLUUzw0IYlHubnEcVL4RSUbIjtKhJWiGF0ZlclCvcyoos8KgQlc3qMQ/YKtRlJOegnA8L9k9HDdU27aPCYxky/jG2ehafOYK+YFGCcioyW1Z49Ygwz8Oc++ATgNOSareHXUL7SPmd1x6H8SCq31rDcNrsNjeAsPlQa1sk12YLjUVgOtfGmgb1Wi5EpVW7qa9b/XvFDomjJbpJEFitJYEO8D2cjsYqkX0t/4xsHVMWsIsu9spnNpYCXPCoEJfPgPtZTBZxhNQIjcpYVXteIVtlHRrqADy+k5dZdMNo52obXspty7ZZ2bPAOtrNjfMaXSNeO080Z8qiALpld2oyytExtAMN6ixbkc08r+3iD7XNUycNCopr2QtUd1fKDYEdjK5pPOVrabljHQUXVUH+lhCh+XN+DIohiI22BZvkuFaEGKjO3d6AIIghCNUmCIHLFaG0E5VoizKCrrSsO0N9MyonIL5EdH/tBajZ1lVXs2fR2w82vQP9/MnuaIIoU/eVVakSDRLNQ0Q1NrjYi35CCIgiCIEJJ5H3vex8fg9I25Pbbb4fHH3+cfyYIgiCIuYDGoAiCIIhQQgqKIAiCCCWkoAiCIIhQEjWOPSHGz/MVvtrB4SN5e0k4F9IvU4ZMNrHqtP2LzmGVOYzwl1N95hPOrMOwJgVbhYUgCoSrBWVc6t60ZbGSBC6Lf5j9NiyVqNjlKdQCnSpocYSMIR/sCJPM1xL47heG18CVJPJdnjPbhLlZhYOYHyi4+GzCbezsDCAcAZENuKwNPoMgIpQGAX8vBiPFjnY4yhQ2ma9F9OWO1IN3ZoMx/AVuzf0A8a5DpKSIvEBjUEROpIMSygB/xNwxdrCPPQnz4rz5RtwzBnkMCUXMYyKbNm1KaeNO2nhUSUkJfw/K6218HjDsUBfUJJuhHdr0IGmGSLRizS65PwO0zvRri/sZls22rKfGj2MY7V0T0IDrrcn9GAtH9a12FXkGoZKnKz7ZAc2nd9imS8NLZi9U80c5b/pKoAvPQ1nbAdrQuvGZz6poqwo4LijqJbNC+fFDxv0s6UZU025ewX0K+pt3mYJiZjw3w3X8pCtTZobds/VIl4aQy3mNPE3uKYdn5hfu3mVlbJJWliDyQHRP9Tq490vfhv3798MjjzwCn/6QPOIDjObZVdLHTf5aXL06Foe23SLkgebeqcX10dh3c2A1PaCaqIRiteL0dXD1ZuuAMV9lWyy1guf5dWuoysNh9++qSUIzk8maLkRZZhdU5dFcKyJGD9+VCeYNKim8VqwG2tpKoI9ftwq0SA1ByJymbjO78hQkh+3jASnJzHArP6po42Buz1Ml7dqEg0QpUybp85im36pbJboScM9Dr3QJeUqZ8tNltgaGVEmXERHGXX/e+aaugXWAmOKlmIFEPojeufNzUHur/MZ4T/zTcIf8LLAJt2FtzLBnKF086ZAHPmx+3uPcYR5k1wZ+wSbgHVZWrbcmKmSegtQZerzWdPmVuVBgrByhLlivPdkLgzKWEBK0zJU8ZO4k5ByvLsfyw1lfwlJsDrNuRDXtaZelwdLBECSdnZp1VA8NzAIZ7dAtFLzOPtQsVTvMYzEu6dLlaTdZZhl4pCuDsWHA8FDGAJhGghgPRMWqtQWJKmZdtvu3dglChSg8dxjuu+8+aP3u83LXrbDiJvmRg+4EY++NbVaXyOREjgVUBEbDHqdREdq7vswB0jDm0M4tO90reba4psuPzIXC3JBlRjrNg8xTpyHnuXk5lx/GYK9HmHK1tK/Hk9xiHEmrMUNhnDrN9lrGYtzSpRqN1jNd9vhW8D4wTpSobU5CDZONVo4n8kH0uWeOiU9nzsI58WnOMLsxtM3ZnREG5r3MsRLW9M893Moxhil3aNDd0o5WDTcKQ4RquqwUako/dhD70DKUEaEJIkhCMotPhBnPNvz63EAyj02g8zBP7tUsyWjQG7S0eqcdf8uT5ObutLOUEO6Kcw5/noF0vRpdceg+3GyZL6HhnC4LqpYZQRQBhVNQskLaNRBY+YbRcV6VKNyLsy7yqBC4zDnKo0LgMg8+wZrkGNRsDZGGSiNcepoloZr2wV4xqcQ4VRstqz17xLirZjEYJ+bw2YwJ8/iWF+kxKWl5aDMiHfSTAXO6rFRurXFVlDjBA12bQbnkcDwKJxji2CeNQxFBEzWWqdlZjAeVAnMxs5kkkcVKEnwgGWeU4Wyn9LX0pXH0Fw0t98pmdpkCXvKoEKTMXvJoDcvISBfwYZP0ef7e5A9aZt7Ixhts8y0omVXQ7qVtI6yxt05/V0k7KqBd2qy89LXaAIb1Fn9gL8620+uF3b1UGNzHrCHAWakj/BrQUcvlM6KSLg1UpFvRfHIbQ8sRvhSTUR45K5KmmBP5INK9e1Oq8xgrXCXb4Qstm+Hm2bMw/E+H4Tv/QfGgCG/SPf8s36UiggOVmds7UARRbLi+qEsQKmgva0JAL38S/tHfqTK/UEwQxQwtdUTkDHeLdYw6uvqI/KKNgY12kHIiri3IgiIIgiBCCVlQBEEQRCghBUUQBEGEElJQBEEQRCghBUUQBEGEkuh7Yg/Bhlg7VK79W7Z9mW1/A7etVFvNgL9hf/hI3l6mzRfG1Zj5VgD50y9chiSvwiYPQRCFgb9sXST13tGCsr7Bbt2KefVi1ThF+cBpiRp8l+gwy9eCLfUkKdSiol6oKMxclWpGx8RmRYtCnlNo5qqMEUS2RE+++iUYf/UrcmuHU2e/Cufe+n46bgxvyHnQO4wqqq8ETS9k+kPLz7DkW1jk0RrNNuhz7CyonKOCMUwEbqxYQ7zrkElxFPIcgiDciV68eBGmp6f5dunSJf73ypUr8jBB5A/+gmlXDSRZx2fXQQfLUuGcbBk72McXu3ULnVTIcwiCMBPYJAmTS9BmMdlcx33E721cKbJ3bXQ55novjQw3p8N1zAtommX0kkW7x0hXnDVfuJ6qcSFTsVisOMc57X5cNqp5k3Gew0K6mvzZuHxxsdm9HsEmVc7Jmsp14Bn+qZDnWODPAOuS9izws3zm1ufh9lxVypiGV/lIy8Q6DhgaXzvPWgZVy48T2vg2litTPcyibVGVWQWVdHnJo+HWbiCmdFuuk0v+4OrzxUIwCqoqAV01SWiurYVaXAk6Foe23YY4NyyDtFWP0d3Bz8HVoh0enC0ytIM1Do4WXqDvoIh/E8i9GPjQxcKbztfB3j0W+ERpP0+7OK8dYKsuo9d4l+ZqE25Ua0A9EUhP631bw1rUNbAGZ6ofelVjEDG85EFQ8R3iS+dkynItoZJ/hTzHFlaXunachmYsH7EaaGsrgT5eVqpAi8ziVeZVyhiiXHdQJnEiP0+sEG8IPxJg+cEIyHrbIld/N4ZCCUhmFVTSpSKPSruh0v4gPH9K+vRzbNteXKNRl7ljVB4sAoJRUKziNe8S8WDSIRikLwM1/e4d5lg5eE4vto5ugeEs2P3GGl4gqHthAWqIM7XXoa8KjdfZh0+2ake6p1O5ewdrJkahQ6Yd4YHlOoNd1Tudp4aopSgjBrfLSxweHnzPJqy5DWEbW/MCK6zek5yC/vbM/CvkOSrgMxbdL1bWk70wKGOHIcGVeX/XwUZaC7ExNpxkpcUQuNJH+fHE1LZoMb2EPIHKrIJHulTl8Wo3VNsfDubPPtHrwXPs2972ol2jMRgFNTnhUvFEgDXU9Fplxa2LBwjyhyhUes9RRA9lFT/dLQ3oXnWb2V1sCqIlmup6vFkeY+8Y4YH0WO8obUByGX1EcPXDYC+zrtTDixcTxskLtc1JqGFptLonC3mON+ZymBkpN6j65ec65nKHiwXvNLphgyw/lrbFHMU5QJlV8EyXmjye7YZi+8Nxa3uvgejKgY1BeWE2i7XNn9mfjmYqNRR3700lYdiS/0HcywvsnazzO6iQC2PDIDqPIu11zHwy9tSChPfmjOHFg2hoQohWnoyWqZVCnpMLQZX5QOppgctPIeo7opouN3kK3m4UOQVQUKfgtKFhzZVBtGG5uSzce2YXV0D3suupINzEFz0xLKy8M2fjSsgHeL+DQjuz+6F7Tx93yxcZFdIy/keEgaDqV7D1FMlH+ankrfskCKMgeJlVcE6XtzxK7YZC+6OEdAWXGvyY2tBAsWBSUCXbvwjf+MY34JOf/KTckzv4QITfOBHMC4J8skQVbN6N5qvFbA/oXmlLzTjwyx4sxtwxWi3c7cZkSRgHbZni3LPHMkCrgixMrpVNpj0xghFsC+NaFAjXhd1LvdoMIv+uq/yQnhllHSS3AceIcEaT2zheIc/JBl9l3qWMBV5PTTiXHz/gJIW2eCxdB/MrswrmdKnK49VuqLY/XqTHpKTVzq+BbYc8XgxE7rzzTpbaUrjnS5+FD9/4LHy3tRteLi2FZDIpTxEF4xB/F8UcEI0Pwh3qgvikOdw3NhIJMO8Ts1LY0zSSZZhw7VpTDhFcve5le5wzZYpIytNheJp298t86OZrqN4LEfkcZ70kjVGwhu8W18PgtdkFp1ORx+4cr7x2Ou6FNY91dHlUzkHS5RFFtylbmdfJzN9CnuMFKjUtSu5B2M3LxmRHLewbrONljl0wPehv+1xt8sCrjHldR8iEt3ZOi5/y44TpWRpA95mWZo0gZFZBNV0qz8Kr3UCsZch4L9W215qPmH+96w6JmX+G34UVrqBK7/0yfPaun8PffeVRmGQPsNSioIjwwAs/Trs1zAAiiGsNpwaYmF9EAWqgfust8PwPH4XTcicRTrAnyK2nLKcrEwRBFBNRqN4EG1PPwdOj6LOkRi+MoNmO4yqauycb1x5BEESxEbnzM52pb39qFg79ZSeMSgVFLj6CIAhirinYe1AEQRAE4YcoTL0K5+A2WEMvjxEEQRAhIgoTT8Kz526BLdt+T+4iCIIgiLknCjABj36lD57f+Cl45IvboUQeIAiCIIi5RL6oizP4SuAT+1ph800zcObMGbj//vv5CQRBEAQxFxgUFC4dQrP4CIIgiHBAs/gIgiCIUEIKiiAIggglpKAIgiCIUMIVlHGJI1ruiCAIgggDZEERBEEQIQTg/wHeCj7iOP1m1AAAAABJRU5ErkJggg==)

**Problem 16:**

**Write a program to create a simple calculator. Your program should allow users to enter two**

**integers and perform arithmetic operations using assignment operators. Implement addition,**

**subtraction, multiplication, division, and modulus operations. Display the results of each**

**operation.**

**Code:**

#include <iostream>

#include <iomanip>

using namespace std;

int main() {

int i, j;

cout << "Enter two integers: ";

cin >> i >> j;

cout << fixed << setprecision(1);

cout << i << " + " << j << " = " << i + j << endl;

cout << i << " - " << j << " = " << i - j << endl;

cout << i << " \* " << j << " = " << i \* j << endl;

cout << i << " / " << j << " = " << i/float(j) << endl;

cout << i << " % " << j << " = " << i % j << endl;

return 0;

}

**Problem 17:**

**Write a program that compares two integers entered by the user using relational operators.**

**Display the results of each comparison operation (==, !=, >, <, >=, <=).**

**Code:**

#include <iostream>

using namespace std;

int main() {

int a, b;

bool result;

cout << "Enter two integers: ";

cin >> a >> b;

result = (a == b);

cout << a << " == " << b << " : " << result << endl;

result = (a != b);

cout << a << " != " << b << " : " << result << endl;

result = (a > b);

cout << a << " > " << b << " : " << result << endl;

result = (a < b);

cout << a << " < " << b << " : " << result << endl;

result = (a >= b);

cout << a << " >= " << b << " : " << result << endl;

result = (a <= b);

cout << a << " <= " << b << " : " << result << endl;

return 0;

}

**Problem 18:**

**Write a program that asks the user for three boolean values (1 for true, 0 for false). Implement**

**logical operations using logical operators (&&, ||, !). Display the results of each operation.**

**Code:**

#include <iostream>

#include <iomanip>

using namespace std;

int main() {

int x, y, z;

bool result;

cout << "Enter three boolean values (0 or 1): ";

cin >> x >> y >> z;

result = (x && y);

cout << "(x && y) : " << result << endl;

result = (x || y);

cout << "(x || y) : " << result << endl;

result = !(x && y);

cout << "!(x && y) : " << result << endl;

result = (x && y) || z;

cout << "(x && y) || z : " << result << endl;

return 0;

}

**Problem 19:**

**Write a program that demonstrates the use of prefix and postfix increment and decrement**

**operators. Initialize two integers and show the values before and after applying each operator.**

**Code:**

#include <iostream>

#include <iomanip>

using namespace std;

int main() {

int a = 5, b = 10;

int x, y;

cout << "Initial values: a = " << a << ", b = " << b << endl;

x = ++a;

cout << "Prefix increment: " << x << endl;

y = b++;

cout << "Postfix increment: " << y << endl;

cout << "Values after increment: a = " << a << ", b = " << b << endl;

x = --a;

cout << "Prefix decrement: " << x << endl;

y = b--;

cout << "Postfix decrement: " << y << endl;

cout << "Values after decrement: a = " << a << ", b = " << b << endl;

return 0;

}

**Problem 20:**

**Write a program that demonstrates the precedence and associativity of operators. Implement a**

**complex expression involving addition, subtraction, multiplication, and division. Display the**

**result step-by-step to show how the operators are evaluated.**

**Code:**

#include <iostream>

#include <iomanip>

using namespace std;

int main() {

int a = 5, b = 10, c = 15;

cout << "a = " << a << ", b = " << b << ", c = " << c << endl;

cout << "a + b \* c = " << a + b \* c << endl;

cout << "(a + b) \* c = " << (a + b) \* c << endl;

cout << "a + b - c = " << a + b - c << endl;

cout << "a \* b / c = " << a \* b / c << endl;

return 0;

}

**Problem 21:**

**Write a program to calculate compound interest for a bank deposit. Prompt the user to enter**

**the principal amount, annual interest rate, and the number of years. Use arithmetic assignment**

**operators to update and display the amount at the end of each year, showing the compounded**

**interest. The formula for calculating compound interest annually using arithmetic assignment**

**operators is:**

**A(new) = A(old) ×(1+r/100)**

**Where:**

**● A(new) is the amount after adding interest for the current year.**

**● A(old) is the previous amount (initially the principal amount).**

**● r is the annual interest rate (as a percentage).**

**Code:**

#include <iostream>

#include <iomanip>

using namespace std;

int main() {

double principal, rate, interest = 0;

int year;

cout << "Enter principal amount: ";

cin >> principal;

cout << "Enter annual interest rate (%): ";

cin >> rate;

cout << "Enter number of years: ";

cin >> year;

for (int i = 1; i <= year; i++) {

principal = principal \* (1 + rate / 100);

cout << "Year " << i << ": Amount = $" << fixed << setprecision(2) << principal << endl;

}

return 0;

}

**Problem 22:**

**Write a program that converts seconds into hours, minutes, and remaining seconds. Prompt the**

**user to enter a number of seconds. Use increment and decrement operators to calculate and**

**display the equivalent time in hours, minutes, and seconds.**

**Code:**

#include <iostream>

using namespace std;

int main() {

int sec, hour, min;

cout << "Enter number of seconds: ";

cin >> sec;

hour = sec / 3600;

sec = sec % 3600;

min = sec / 60;

sec = sec % 60;

cout << "hours = " << hour << ", minutes = " << min << ", sec = " << sec << endl;

return 0;

}

**Problem 23:**

**Write a program that takes four integer inputs from the user and determines the smallest**

**number among them.**

**Sample Output:**

**Enter four numbers: 3 5 2 8**

**The smallest number is: 2**

**Code:**

#include <iostream>

using namespace std;

int main() {

int a1, a2, a3, a4;

cout << "Enter four numbers: ";

cin >> a1 >> a2 >> a3 >> a4;

if (a1 < a2 && a1 < a3 && a1 < a4)

cout << a1 << " is the smallest number." << endl;

else if (a2 < a1 && a2 < a3 && a2 < a4)

cout << a2 << " is the smallest number." << endl;

else if (a3 < a1 && a3 < a2 && a3 < a4)

cout << a3 << " is the smallest number." << endl;

else

cout << a4 << " is the smallest number." << endl;

return 0;

}

**Problem 24:**

**Write a program that takes a character input from the user and checks if it is an alphabet (either**

**uppercase or lowercase).**

**Code:**

#include <iostream>

using namespace std;

int main() {

int b;

char a;

cout << "Enter a character: ";

cin >> a;

b = a;

if ((b >= 97 && b <= 122) || (b >= 65 && b <= 90))

cout << "The character is an alphabet.";

else

cout << "The character you entered is not an alphabet.";

return 0;

}

**Problem 25:**

**Write a program that takes a character input from the user and checks if it is a digit (0-9).**

**Code:**

#include <iostream>

using namespace std;

int main() {

int b;

char a;

cout << "Enter a character: ";

cin >> a;

b = a;

if (b >= 48 && b <= 57)

cout << "The character is a digit.";

else

cout << "The character you entered is not a digit.";

return 0;

}

**Problem 26:**

**Write a program that takes the purchase amount as input from the user and calculates the**

**discount based on the following criteria:**

**• amount >= 1000: 20% discount**

**• 500 <= amount < 1000: 10% discount**

**• amount < 500: No discount**

**After calculating the discount, display both the discount amount and the final amount after the**

**discount.**

**Code:**

#include <iostream>

using namespace std;

int main() {

float purchase, discount, discount\_amount, final\_amount;

cout << "Enter the purchase amount: ";

cin >> purchase;

if (purchase >= 1000)

discount = 0.2;

else if (purchase >= 500 && purchase < 1000)

discount = 0.1;

else

discount = 0;

discount\_amount = purchase \* discount;

final\_amount = purchase - discount\_amount;

cout << "The discount is: " << discount\_amount << endl;

cout << "The final amount after discount is: " << final\_amount;

return 0;

}

**Problem 27:**

**Write a program that takes the month number (1-12) as input from the user and prints the**

**corresponding season.**

**• 12, 1, 2: Winter**

**• 3, 4, 5: Spring**

**• 6, 7, 8: Summer**

**• 9, 10, 11: Autumn**

**Code:**

#include <iostream>

using namespace std;

int main() {

int num;

cout << "Enter a month number: ";

cin >> num;

if (num == 1 || num == 2 || num == 12)

cout << "The season is Winter";

else if (num == 3 || num == 4 || num == 5)

cout << "The season is Spring";

else if (num == 6 || num == 7 || num == 8)

cout << "The season is Summer";

else if (num == 9 || num == 10 || num == 11)

cout << "The season is Autumn";

else

cout << "Invalid number";

return 0;

}

**Problem 28:**

**Write a program that takes a character input from the user and checks if it is an uppercase or**

**lowercase letter.**

**Code:**

#include <iostream>

using namespace std;

int main() {

int b;

char a;

cout << "Enter a character: ";

cin >> a;

b = a;

if (b >= 97 && b <= 122)

cout << "The character is a small alphabet.";

else if (b >= 65 && b <= 90)

cout << "The character is a capital alphabet.";

else

cout << "The character you entered is not an alphabet.";

return 0;

}

**Problem 29:**

**Write a program that determines the ticket price based on the age of a person:**

**• Children (0-12): $5**

**• Teenagers (13-17): $7**

**• Adults (18-64): $10**

**• Seniors (65 and above): $6**

**Code:**

#include <iostream>

using namespace std;

int main() {

int age, ticket;

cout << "Enter your age: ";

cin >> age;

if (age >= 0 && age <= 12)

ticket = 5;

else if (age >= 13 && age <= 17)

ticket = 7;

else if (age >= 18 && age <= 64)

ticket = 10;

else

ticket = 6;

cout << "Your ticket price is: $" << ticket;

return 0;

}

**Problem 30:**

**Write a program that calculates the bonus for an employee based on their years of service:**

**• Less than 5 years: 10% of salary**

**• 5 to 10 years: 15% of salary**

**• More than 10 years: 20% of salary**

**Code:**

#include <iostream>

using namespace std;

int main() {

double salary, service, bonus;

cout << "Enter your salary: ";

cin >> salary;

cout << "Enter your years of experience: ";

cin >> service;

if (service >= 0 && service < 5)

bonus = 0.1;

else if (service >= 5 && service <= 10)

bonus = 0.15;

else

bonus = 0.2;

cout << "Your bonus is: $" << bonus \* salary;

return 0;

}

**Problem 31:**

**Write a program that assigns a grade based on a student's marks:**

**• Marks >= 90: A+**

**• Marks >= 80: A**

**• Marks >= 70: B**

**• Marks >= 60: C**

**• Marks >= 50: D**

**• Marks < 50: F**

**Code:**

#include <iostream>

using namespace std;

int main() {

int marks;

cout << "Enter your marks: ";

cin >> marks;

if (marks >= 90)

cout << "Your grade is A+";

else if (marks >= 80)

cout << "Your grade is A";

else if (marks >= 70)

cout << "Your grade is B";

else if (marks >= 60)

cout << "Your grade is C";

else if (marks >= 50)

cout << "Your grade is D";

else

cout << "Your grade is F";

return 0;

}

**Problem 32:**

**Write a C++ program that takes an integer input (1-12) representing a month and prints the month's name using a switch statement.**

**Code:**

#include<iostream>

using namespace std;

int main()

{

int num;

cout << "Enter the month number (1-12) :";

cin >> num;

switch (num)

{

case 1:

cout << "January";

break;

case 2:

cout << "February";

break;

case 3:

cout << "March";

break;

case 4:

cout << "April";

break;

case 5:

cout << "May";

break;

case 6:

cout << "June";

break;

case 7:

cout << "July";

break;

case 8:

cout << "August";

break;

case 9:

cout << "September";

break;

case 10:

cout << "October";

break;

case 11:

cout << "November";

break;

case 12:

cout << "December";

break;

default:

cout << "Invalid Number";

}

return 0;

}

**Problem 33:**

**The task is to create a C++ program that acts as a simple calculator based on user menuselection. The program should display a menu with options for addition, subtraction, multiplication, and division. Upon receiving user input for their choice, the program should prompt the user to enter two numbers. Depending on the selected operation, use a switch statement to perform the arithmetic operation on these numbers and display the result. Ensure the program handles division by zero gracefully.**

**Code:**

#include<iostream>

using namespace std;

int main()

{

int num;

int a, b;

cout << "1.Addition" << endl;

cout << "2.Subtraction" << endl;

cout << "3.Multiplication" << endl;

cout << "4.Division" << endl;

cout << "Enter your choice";

cin >> num;

cout << "Enter two numbers : ";

cin >> a >> b;

switch (num)

{

case 1:

cout << "Addition is " << a + b;

break;

case 2:

cout << "Subtraction is " << a - b;

break;

case 3:

cout << "Multiuplication is " << a \* b;

break;

case 4:

cout << "Division is " << (float)a / b;

break;

default:

cout << "Invalid number";

}

return 0;

}

**Problem 34:**

**Write a C++ program to print odd numbers from 1 to 10.**

**Code:**

**FOR LOOP :**

#include<iostream>

using namespace std;

int main()

{

for (int i = 1; i <= 10; i++)

{

cout << i << endl;

i++;

}

return 0;

}

**WHILE LOOP :**

#include<iostream>

using namespace std;

int main()

{

int i = 1;

while (i <= 10)

{

cout << i << endl;

i += 2;;

}

return 0;

}

**DO - WHILE LOOP :**

include<iostream>

using namespace std;

int main()

{

int i = 1;

do {

cout << i << endl;

i += 2;

} while (i <= 10);

return 0;

}

**Problem 35:**

**Write a C++ program to print even numbers from 3 to 15.**

**Code:**

**FOR LOOP :**

#include<iostream>

using namespace std;

int main()

{

for (int i = 1; i <= 10; i++)

{

cout << i << endl;

i++;

}

return 0;

}

**WHILE LOOP :**

#include<iostream>

using namespace std;

int main()

{

int i = 1;

while (i <= 10)

{

cout << i << endl;

i += 2;;

}

return 0;

}

**DO - WHILE LOOP :**

include<iostream>

using namespace std;

int main()

{

int i = 1;

do {

cout << i << endl;

i += 2;

} while (i <= 10);

return 0;

}

**Problem 36:**

**Write a C++ program to print numbers from 2 to 27 that are completely divisible by 3.**

**Code:**

**For loop :**

#include<iostream>

using namespace std;

int main()

{

for (int i = 2; i <= 27; i++)

{

if (i % 3 == 0)

cout << i << endl;

}

}

**WHILE LOOP** :

#include<iostream>

using namespace std;

int main()

{

int i = 2;

while (i <= 27)

{

if (i % 3 == 0)

cout << i << endl;

i++;

}

}

**DO - WHILE LOOP :**

#include<iostream>

using namespace std;

int main()

{

int i = 2;

do {

if (i % 3 == 0)

cout << i << endl;

i++;

} while (i <= 27);

}

**Problem 37:**

**Write a C++ program to print numbers from 2 to 23 that are completely divisible by 2 and 3.**

**Code:**

**DO - WHILE LOOP :**

#include<iostream>

using namespace std;

int main()

{

int i = 2;

do {

if (i % 2 == 0 && i % 3 == 0)

cout << i << endl;

i++;

} while (i <= 23);

}

**WHILE LOOP :**

#include<iostream>

using namespace std;

int main()

{

int i = 2;

while (i <= 23) {

if (i % 2 == 0 && i % 3 == 0)

cout << i << endl;

i++;

}

}

**FOR LOOP :**

#include<iostream>

using namespace std;

int main()

{

for (int i = 2; i <= 23; i++)

{

if (i % 2 == 0 && i % 3 == 0)

cout << i << endl;

}

}

**Problem 38:**

**Write a C++ program to print the table of 5.**

**Code:**

**For LOOP :**

#include<iostream>

using namespace std;

int main()

{

int num = 5;

for (int i = 1; i <= 10; i++)

{

cout << num << " x " << i << " = " << num \* i << endl;

}

}

**While loop:**

#include<iostream>

using namespace std;

int main()

{

int num = 5;

int i = 1;

while (i <= 10)

{

cout << num << " x " << i << " = " << num \* i << endl;

i++;

}

}

**DO - While LOOP :**

#include<iostream>

using namespace std;

int main()

{

int num = 5;

int i = 1;

do

{

cout << num << " x " << i << " = " << num \* i << endl;

i++;

} while (i <= 10);

}

**Problem 39:**

**Write a C++ program to print squares and cubes of numbers from 2 to 10.**

**Code:**

#include<iostream>

using namespace std;

int main()

{

cout << "Number\tSquare\tCube" << endl;

for (int i = 1; i <= 10; i++)

{

cout << i << "\t" << i \* i << "\t" << i \* i \* i << endl;

}

}

**Problem 40:**

**Write a C++ program to print this series: 3, 6, 9, 12, 15, 18, 21. (Do not use the mod % operator).**

**Code:**

#include<iostream>

using namespace std;

int main()

{

for (int i = 3; i <= 21; i += 3)

{

cout << i << " ";

if (i == 21)

cout << "\b";

}

}

**Problem 41:**

**Write a C++ program to print this series: 1, 2, 4, 8, 16, 32, 64.**

**Code:**

#include<iostream>

using namespace std;

int main()

{

int num = 1;

cout << "1,";

for (int i = 1; i <= 6; i++)

{

num = num \* 2;

cout << num << ",";

}

cout << "\b";

}

**Problem 42:**

**Write a C++ program to print the first fifteen odd numbers in descending order.**

**Code:**

#include<iostream>

using namespace std;

int main()

{

for (int i = 29; i >= 1; i--)

{

if (i % 2 != 0)

cout << i << endl;

}

}

**Problem 43:**

**Write a C++ program to input 10 numbers from the user and find out how many numbers are**

**even and odd.**

**Code:**

#include<iostream>

using namespace std;

int main()

{

int num, a = 0, b = 0;

for (int i = 1; i <= 10; i++)

{

cout << "Enter number :";

cin >> num;

if (num % 2 == 0)

a++;

else

b++;

}

cout << "Even Numbers: " << a << endl;

cout << "ODD Numbers: " << b;

}

**Problem 44:**

**Write a C++ program to input positive numbers from the user until the user enters zero and**

**display how many numbers are entered.**

**Code:**

#include<iostream>

using namespace std;

int main()

{

int num = 1;

int i = 0;

while (num != 0)

{

cout << "enter positive Number";

cin >> num;

if (num > 0)

i = i;

else if (num < 0)

{

cout << "Negative number" << endl;

i--;

}

i++;

}

cout << "Total Numbers :" << i - 1;

}

**Problem 45:**

**Write a C++ program to input a number from the user only if it's greater than the previous number, else display a message to the user to input a greater value than the previous value.**

**Code:**

#include<iostream>

using namespace std;

int main()

{

int a, b;

cout << "Enter a number :";

cin >> a;

while (a < 0 || a == 0 || a>0)

{

b = a;

cout << "Enter a large number than previous number :";

cin >> a;

if (b >= a)

{

cout << "Not a larger number than previous one" << endl;

break;

}

}

}

**Problem 46:**

**Write a C++ program to print the square on the user screen.**

**Shape:**

**\*\*\*\*\*\*\*\*\*\*\*\*\*\*\***

**\*\*\*\*\*\*\*\*\*\*\*\*\*\*\***

**\*\*\*\*\*\*\*\*\*\*\*\*\*\*\***

**\*\*\*\*\*\*\*\*\*\*\*\*\*\*\***

**\*\*\*\*\*\*\*\*\*\*\*\*\*\*\***

**Code:**

#include<iostream>

using namespace std;

int main()

{

for (int i = 1; i <= 55; i++)

{

cout << "\*";

if (i % 11 == 0)

cout << endl;

}

}

**Peoblem 47:**

**Write a program that generates a multiplication table for numbers from 1 to n. The value of n should be taken as input from the user.**

**Sample Output:**

**Enter the value of n: 5**

**Multiplication Table (1 to 5):**

**1 2 3 4 5**

**2 4 6 8 10**

**3 6 9 12 15**

**4 8 12 16 20**

**5 10 15 20 25**

**Code:**

#include<iostream>

using namespace std;

int main()

{

   int n,table;

   cout << "Enter the value of n: ";

   cin >> n;

   cout << "multiplication table (1 to 5):" << endl;

   for (int i = 1; i <= n; i++)

   {

         for (int j = 1; j <= 5; j++)

         {

               table = i \* j;

               cout << table << " ";

         }

         cout << endl;

   }

   return 0;

}

**Problem 48:**

**Write a program that prints Floyd's triangle with n rows. The value of n should be taken as input from the user.**

**Sample Output:**

**Enter the number of rows: 5**

**1**

**2 3**

**4 5 6**

**7 8 9 10**

**11 12 13 14 15**

**Code:**

#include<iostream>

using namespace std;

int main()

{

   int n,k=1;

   cout << "Enter the number of rows: ";

   cin >> n;

   for (int i = 1; i <= n; i++)

   {

         for (int j=1; j <= i; j++)

         {

           cout  <<k << " ";

               k++;

         }

         cout << endl;

   }

   return 0;

}

**Peoblem 49:**

**Write a program that calculates the grades of multiple students for multiple subjects. The user should input the number of students and the number of subjects. The program should ask for each student's scores for all subjects, calculate the average score, and determine the grade based on the average score using the following criteria:**

**• 90-100: A**

**• 80-89: B**

**• 70-79: C**

**• 60-69: D**

**• Below 60: F**

**Use a do-while loop to allow the user to repeat the process for a new set of students until they**

**decide to exit by entering a specific value.**

**Code:**

#include<iostream>

using namespace std;

char grade(double);

int main()

{

string ans; double avg, sum = 0.00;

int students, subject, j = 1, i=1,num,k;

do

{

cout << "Enter number of students: ";

cin >> students;

cout << "Enter the number of subjects: ";

cin >> subject;

cout << endl;

while (i<=students)

{

sum = 0;

k = 0;

cout << endl;

cout << "Enter scores for student " << i << endl;

for (int j = 1; j <= subject; j++)

{

cout << "Enter the number in subject " << j << " :";

cin >> num;

sum = sum + num;

k++;

}

avg = sum / k;

cout << endl;

cout << "Student " << i << ", Average marks " << avg<<",Grade = "<<grade(avg);

cout << endl;

i++;

}

cout << "Do you want to continue:(yes/no) ";

cin >> ans;

cout << endl;

i = 1;

} while (ans=="yes");

return 0;

}

char grade(double avg)

{

if (avg <= 100 && avg >= 90)

return 'A';

else if (avg >= 80 && avg <= 89)

return 'B';

else if (avg >= 70 && avg <= 79)

return 'C';

else if (avg >= 60 && avg <= 69)

return 'D';

else

return 'F';

}

**Problem 50:**

**Write a function isEven that takes an integer as an argument and returns true if the number is even, and false otherwise. Call this function from the main and print an appropriate message.**

**Code:**

#include<iostream>

using namespace std;

int isEven(int);

int main()

{

int num;

bool message;

cout << "Enter a number: ";

cin >> num;

message = isEven(num);

cout <<boolalpha<< message;

}

int isEven(int n)

{

bool a;

if (n % 2 == 0)

{

a=true;

}

else

a=false;

return a;

}

**Problem 51:**

**Write a function findMin that takes four integers as arguments and returns the minimum of the four. Call this function from main and print the result.**

**Code:**

#include<iostream>

using namespace std;

int findMin(int a, int b, int c, int d)

{

int min;

if ((a < b) && (a < c) && (a < d))

{

min = a;

}

else if ((b < a) && (b < c) && (b < d))

{

min = b;

}

else if ((c < a) && (c < b) && (c < d))

{

min = c;

}

else

{

min = d;

}

return min;

}

int main()

{

int a, b, c, d,y;

cout << "Enter four different numbers: ";

cin >> a >> b >> c >> d;

if ((a == b) || (b == c) || (c == d) || (a == c) || (a == d) || (b == d))

{

cout << "Numbers are not different." << endl;

return 0;

}

y = findMin(a, b, c, d);

cout << "Minimum number is " << y;

}

**Problem 52:**

**Write a function power that takes two integers, base and exponent, and returns the result of raising the base to the power of the exponent.**

**Code:**

#include<iostream>

using namespace std;

int power(int base, int exp)

{

int a = 1;

for (int i = 1; i <= exp; i++)

{

a=a\* base;

}

return a;

}

int main()

{

int base, exponent;

cout << "Enter the base: ";

cin >> base;

cout << "Enter the exponent: ";

cin >> exponent;

cout << "Answer of base to power is: " << power(base, exponent);

}

**Problem 53:**

**Write a C++ program that calculates the area of different shapes using function overloading.**

**Implement three different functions named area to calculate the area of:**

**1. A circle, which takes one argument (the radius) and returns a double representing the area using the formula: Area = π \* radius2.**

**2. A rectangle, which takes two arguments (the length and width) and returns a double representing the area using the formula: Area = length \* width.**

**3. A triangle, which takes two arguments (the base and height) and returns a double representing the area using the formula: Area = 0.5 \* base \* height.**

**Additionally, implement separate functions for taking inputs and displaying outputs for**

**each shape.**

**Code:**

#include<iostream>

using namespace std;

double area(float radius)

{

double area = 3.14\*(radius\*radius);

return area;

}

double area(float length, float width)

{

double area = length \* width;

return area;

}

double area(double length, double height)

{

double area = 0.5 \* length \* height;

return area;

}

int main()

{

float radius,x,length,width,z,y;

double base, height;

cout << "Enter the radius of circle: ";

cin >> radius;

x=area(radius);

cout << "Area of circle is: " << x<<endl;

cout << "Enter the length and width of rectangle: ";5

cin >> length >> width;

y = area(length, width);

cout << "Area of rectangle is: " << y<<endl;

cout << "Enter the base and height of triangle: ";

cin >> base >> height;

z = area(base, height);

cout << "Area of triangle is: " << z << endl;

}

**Problem 54:**

**Write a C++ program that demonstrates the concept of scope. Define a global variable named x and a local variable named x within a function. Implement a function named showScope that declares a local variable with the same name as the global variable and prints its value using the formula: Local x = 20. The main function should print the value of the global variable before and after calling the showScope function to show how the local variable shadows the global variable within the function. The function showScope should return void as it only prints the value of the local variable. Implement separate functions to display the global variable value.**

**Sample Output:**

**Global x: 10**

**Local x inside function: 20**

**Global x after function call: 10**

**Code:**

#include<iostream>

using namespace std;

int x = 10;

void showcase()

{

int x =20;

cout << "Local variable x inside function: " << x<<endl;

}

int main()

{

cout << "Global vaiable " << x<<endl;

showcase();

cout << "Global variable after function call: " << x;

}

**Problem 55:**

**Write a C++ program that includes a function to calculate the sum of all elements in a 1D array of integers.**

**Function Signature:**

**int sumArray(int arr[], int size);**

**Code:**

#include <iostream>

using namespace std;

void inputarray(int arr[], int size) {

for (int i = 0; i < size; i++) {

cin >> arr[i];

}

}

int sumarray(int arr[], int size)

{

int sum=0;

for (int i = 0; i < size; i++)

{

sum = sum + arr[i];

}

return sum;

}

int main()

{

int sum;

const int size=6;

int arr[size];

cout << "Enter the numbers in array";

inputarray(arr, size);

sum = sumarray(arr, size);

cout << "Sum of array is " << sum;

return 0;

}

**Problem 56:**

**Write a C++ program that includes a function to check whether a given 1D array of integers is sorted in non-decreasing order.**

**Function Signature:**

**bool isSorted(int arr[], int size);**

**Code:**

#include <iostream>

using namespace std;

void inputarray(int arr[], int size) {

for (int i = 0; i < size; i++) {

cin >> arr[i];

}

}

bool isSorted(int arr[], int size)

{

bool result = true;

for (int i = 0; i < size-1; i++)

{

if (arr[i] > arr[i + 1])

{

result = false;

break;

}

}

return result;

}

int main()

{

bool result;

const int size=6;

int arr[size];

cout << "Enter the numbers in array : ";

inputarray(arr, size);

result = isSorted(arr, size);

if (result == true)

cout << "The array is sorted";

else

cout << "The array is not sorted";

return 0;

}

**Problem 57:**

**Write a C++ program that includes a function to find the most frequent element in a 1D array of integers. If there are multiple elements with the same highest frequency, print any one of them.**

**Function Signature:**

**int findMostFrequent(int arr[], int size);**

**Code:**

**Code**

#include <iostream>

using namespace std;

void inputarray(int arr[], int size) {

for (int i = 0; i < size; i++) {

cin >> arr[i];

}

}

int findmostfrequent(int arr[], int size)

{

int frequency, last=0,value;

for (int i = 0; i < size; i++)

{

frequency = 0;

for (int j = 0; j < size; j++)

{

if (arr[i] == arr[j])

{

frequency++;

}

}

if (frequency > last)

{

last = frequency;

value = arr[i];

}

}

return value;

}

int main()

{

const int size = 6;

int arr[size];

cout << "Enter the numbers in array : ";

inputarray(arr, size);

int result= findmostfrequent(arr, size);

cout << "Most frequent value is " << result;

}

**Problem 58:**

**Write a C++ program that includes a function to replace each element in a 1D array of integers with its square.**

**Function Signature:**

**void squareElements(int arr[], int size);**

**Code:**

#include <iostream>

using namespace std;

void inputarray(int arr[], int size) {

for (int i = 0; i < size; i++) {

cin >> arr[i];

}

}

void squareElements(int arr[], int size)

{

int square;

for (int i = 0; i < size; i++)

{

square = arr[i] \* arr[i];

arr[i] =square;

}

}

int main()

{

const int size = 6;

int arr[size];

cout << "Enter the numbers in array : ";

inputarray(arr, size);

cout << "The array with square elements is : ";

squareElements(arr, size);

for (int i = 0; i < size; i++)

{

cout << arr[i] << " ";

}

}

**Problem 59:**

**Write a C++ program that includes a function to find all elements in a 1D array that are greater than the average of the array.**

**Function Signature:**

**void findElementsGreaterThanAverage(int arr[], int size);**

**Code:**

#include <iostream>

using namespace std;

void inputarray(int arr[], int size) {

for (int i = 0; i < size; i++) {

cin >> arr[i];

}

}

void findElementsGreaterThanAverage(int arr[], int size)

{

int sum = 0;

float average;

for (int i = 0; i < size; i++)

{

sum = sum + arr[i];

}

average = (float)sum / size;

cout << "The average of array is " << average<<endl;

cout << "Elements greater than average are : ";

for (int i = 0; i < size; i++)

{

if (arr[i] > average)

cout << arr[i] << " ";

}

}

int main()

{

const int size = 6;

int arr[size];

cout << "Enter the numbers in array : ";

inputarray(arr, size);

findElementsGreaterThanAverage(arr, size);

}

**Problem 60:**

**Write a C++ program that includes a function to perform Bubble Sort on a 1D array of integers. The function should sort the array in ascending order.**

**Function Signature:**

**void bubbleSort(int arr[], int size);**

**Code:**

#include <iostream>

using namespace std;

void inputarray(int arr[], int size) {

for (int i = 0; i < size; i++) {

cin >> arr[i];

}

}

void bubblesort(int arr[], int size)

{

int temp;

for (int i = 0; i < size - 1; i++)

{

for (int j = 0; j < size - i - 1; j++)

{

if (arr[j] > arr[j + 1])

{

temp = arr[j];

arr[j] = arr[j + 1];

arr[j + 1] = temp;

}

}

}

cout << "The sorted array is : ";

for (int i = 0; i < size; i++) {

cout<< arr[i]<<" ";

}

}

int main()

{

const int size = 6;

int arr[size];

cout << "Enter the numbers in array : ";

inputarray(arr, size);

bubblesort(arr, size);

}

**Problem 61:**

**Write a C++ program that includes a function to perform Selection Sort on a 1D array of integers. The function should sort the array in ascending order.**

**Function Signature:**

**void selectionSort(int arr[], int size);**

**Code:**

#include <iostream>

using namespace std;

void inputarray(int arr[], int size) {

for (int i = 0; i < size; i++) {

cin >> arr[i];

}

}

void selectionsort(int arr[], int size) {

int temp;

int minimum;

for (int i = 0; i < size - 1; i++) {

minimum = i;

for (int j = i + 1; j < size; j++) {

if (arr[j] < arr[minimum]) {

minimum = j;

}

}

temp = arr[minimum];

arr[minimum] = arr[i];

arr[i] = temp;

}

for (int i = 0; i < size; i++) {

cout<< arr[i]<<" ";

}

}

int main()

{

const int size = 6;

int arr[size];

cout << "Enter the numbers in array : ";

inputarray(arr, size);

selectionsort(arr, size);

}

**Problem 62:**

**Write a C++ program that includes a function to perform Insertion Sort on a 1D array of integers. The function should sort the array in ascending order.**

**Function Signature:**

**void insertionSort(int arr[], int size);**

**Code:**

#include <iostream>

using namespace std;

void inputarray(int arr[], int size) {

for (int i = 0; i < size; i++) {

cin >> arr[i];

}

}

void insertionsort(int arr[], int size) {

for (int i = 1; i < size; i++) {

int key = arr[i];

int j = i - 1;

while (j >= 0 && arr[j] > key) {

arr[j + 1] = arr[j];

j--;

}

arr[j + 1] = key;

}

cout << "Sorted array is : ";

for (int i = 0; i < size; i++) {

cout<< arr[i]<<" ";

}

}

int main()

{

const int size = 6;

int arr[size];

cout << "Enter the numbers in array : ";

inputarray(arr, size);

insertionsort(arr, size);

}

**Problem 63:**

**Write a C++ program that takes 7 values in arrays and displays it on the console.**

**Code:**

#include <iostream>

using namespace std;

int main() {

    int num[7];

    cout << "Enter 7 numbers: ";

    for (int i = 0; i < 7; i++) {

        cin >> num[i];

    }

    return 0;

}

**Problem 64:**

**Write a C++ program that initializes 10 values in arrays and displays them in reverse order on the console.**

**Code:**

#include <iostream>

using namespace std;

int main() {

    int num[10] = {1, 2, 3, 4, 5, 6, 7, 8, 9, 10};

    cout << "Original order: ";

    for (int i = 0; i < 10; i++) {

        cout << num[i] << " ";

    }

    cout << endl;

    cout << "Numbers in reverse order: ";

    for (int i = 9; i >= 0; i--) {

        cout << num[i] << " ";

    }

    return 0;

}

**Problem 65:**

**Write a C++ program that initializes 12 values in arrays and displays the sum of values at the 5th and 7th index of the array.**

**Code:**

#include <iostream>

using namespace std;

int main() {

    int num[12] = {1, 2, 3, 4, 5, 6, 7, 8, 9, 10, 11, 12};

    int sum = num[5] + num[7];

    cout << "Sum of values at 5th and 7th index is " << sum;

    return 0;

}

**Problem 66:**

**Write a C++ program that declares an array of size 10 and initializes with values {2, 4, 6, 8, 10, ...,20} using the loop.**

**Code:**

#include <iostream>

using namespace std;

int main() {

    int num[10];

    int j = 2;

    for (int i = 0; i < 10; i++) {

        num[i] = j;

        cout << num[i] << " ";

        j = j + 2;

    }

    return 0;

}

**Problem 67:**

**Write a C++ program that takes 5 values in arrays and also takes a number n from the user. Print all values of the array that are greater than n.**

**Code:**

#include <iostream>

using namespace std;

int main() {

    int num[5];

    int n;

    cout << "Enter 5 values: ";

    for (int i = 0; i < 5; i++) {

        cin >> num[i];

    }

    cout << "Enter the number from which you want greater numbers: ";

    cin >> n;

    cout << "Numbers greater than " << n << " are: ";

    for (int i = 0; i < 5; i++) {

        if (num[i] > n)

            cout << num[i] << " ";

    }

    return 0;

}

**Problem 68:**

**Write a C++ program that initialize 16 values in arrays and print only even index values.**

**Code:**

#include <iostream>

using namespace std;

int main() {

    int num[16] = {1, 2, 3, 4, 5, 6, 7, 8, 9, 10, 11, 12, 13, 14, 15, 16};

    cout << "Even index values are: ";

    for (int i = 0; i < 16; i++) {

        if (i % 2 == 0)

            cout << num[i] << " ";

    }

    return 0;

}

**Problem 69:**

**Write a program that initializes 16 values in arrays and prints only even values (Note: This is different from the above task).**

**Code:**

#include <iostream>

using namespace std;

int main() {

    int num[16] = {1, 2, 3, 4, 5, 6, 7, 8, 9, 10, 11, 12, 13, 14, 15, 16};

    cout << "Even values are: ";

    for (int i = 0; i < 16; i++) {

        if (num[i] % 2 == 0)

            cout << num[i] << " ";

    }

    return 0;

}

**Problem 70:**

**Write a C++ program that initializes 10 values in arrays and counts the number of even and odd values in arrays.**

**Code:**

#include <iostream>

using namespace std;

int main() {

    int num[10] = {1, 2, 3, 4, 5, 6, 7, 8, 9, 10};

    int a = 0, b = 0;

    cout << "Values of array are: ";

    for (int i = 0; i < 10; i++) {

        cout << num[i] << " ";

    }

    cout << endl;

    for (int i = 0; i < 10; i++) {

        if (num[i] % 2 == 0)

            a++;

        else

            b++;

    }

    cout << "Even values count: " << a << endl;

    cout << "Odd values count: " << b;

    return 0;

}

**Problem 71:**

**Write a C++ program that initializes 10 values in arrays. Your program asks for a number from the user and finds whether the entered number is present in the array or not.**

**Code:**

#include <iostream>

using namespace std;

int main() {

    int num[10] = {1, 2, 3, 4, 5, 6, 7, 8, 9, 10};

    int a, b = 0;

    cout << "Values of array are: ";

    for (int i = 0; i < 10; i++) {

        cout << num[i] << " ";

    }

    cout << endl;

    cout << "Enter a number you want to check whether it is present in the array or not: ";

    cin >> a;

    for (int j = 0; j < 10; j++) {

        if (a == num[j]) {

            b = 1;

            cout << "Present";

            break;

        }

    }

    if (b != 1) {

        cout << "Not present";

    }

    return 0;

}

**Problem 72:**

**Write a C++ program that initializes 10 values in arrays. Your program asks for a number from the user and finds whether the entered number is present in the array or not.**

**Code:**

#include <iostream>

using namespace std;

int main() {

    int num[10] = {1, 1, 3, 4, 5, 6, 7, 8, 9, 10};

    int a, frequency = 0;

    cout << "Values of array are: ";

    for (int i = 0; i < 10; i++) {

        cout << num[i] << " ";

    }

    cout << endl;

    cout << "Enter a number you want to check its frequency: ";

    cin >> a;

    for (int j = 0; j < 10; j++) {

        if (num[j] == a)

            frequency++;

    }

    cout << "The number repeats " << frequency << " times in the array.";

    return 0;

}

**Problem 73:**

**Write a C++ program that initializes 10 values in arrays. Your program asks for a number N from the user and replaces it with another number T entered by the user.**

**Code:**

#include <iostream>

using namespace std;

int main() {

    int num[10] = {1, 2, 3, 4, 5, 6, 7, 8, 9, 10};

    int n, t, b = 0, j;

    cout << "Values of array are: ";

    for (int i = 0; i < 10; i++) {

        cout << num[i] << " ";

    }

    cout << endl;

    cout << "Enter a number you want to check whether it is present in the array or not: ";

    cin >> n;

    for (j = 0; j < 10; j++) {

        if (n == num[j]) {

            b = 1;

            cout << "Present";

            break;

        }

    }

    if (b != 1) {

        cout << "Not present";

        return 0;

    }

    cout << endl;

    cout << "Enter the number by which you want to replace it: ";

    cin >> t;

    num[j] = t;

    cout << "New array is: ";

    for (int i = 0; i < 10; i++) {

        cout << num[i] << " ";

    }

    return 0;

}

**Problem 74:**

**Write a C++ program that merges two arrays into a single array and displays the resulting array.**

**Code:**

#include <iostream>

using namespace std;

int main() {

    int num1[10] = {1, 2, 3, 4, 5, 6, 7, 8, 9, 10};

    int num2[5] = {11, 12, 13, 14, 15};

    int num3[15];

    cout << "Total elements in first array: 10" << endl;

    cout << "Values of 1st array: ";

    for (int i = 0; i < 10; i++) {

        cout << num1[i] << " ";

    }

    cout << endl;

    cout << "Total elements in second array: 5" << endl;

    cout << "Values of 2nd array: ";

    for (int i = 0; i < 5; i++) {

        cout << num2[i] << " ";

    }

    cout << endl;

    // Copy first array into num3

    for (int i = 0; i < 10; i++) {

        num3[i] = num1[i];

    }

    // Copy second array into num3

    int j = 0;

    for (int i = 10; i < 15; i++) {

        num3[i] = num2[j];

        j++;

    }

    // Display merged array

    cout << "Merged array: ";

    for (int i = 0; i < 15; i++) {

        cout << num3[i] << " ";

    }

    return 0;

}

**Problem 75:**

**Write a program that prompts the user to enter two strings: one string containing spaces and another string without any spaces. The program should then display both strings.**

**Code:**

#include <iostream>

using namespace std;

void displayStrings(const char strWithSpaces[], const char strWithoutSpaces[])

{

cout << "String with spaces is " << strWithSpaces<<endl;

cout << "String without spaces is " << strWithoutSpaces << endl;

}

int main()

{

char withspaces[100];

char withoutspaces[100];

cout << "Enter a string with spaces: ";

cin.get(withspaces, 100);

cin.ignore();

cout << "Enter a string without spaces: ";

cin >> withoutspaces;

displayStrings(withspaces, withoutspaces);

return 0;

}

**Problem 76:**

**Write a function that returns the length of a string stored in a one-**

**dimensional char array without using strlen.**

**Code:**

#include <iostream>

using namespace std;

int stringLength(const char str[])

{

//cout<<"The length of a string is :"<<str[]

for (int i = 0; i < 100; i++)

{

if (str[i] == '\0')

{

cout << "The length of a string is : " << i;

break;

}

}

return 0;

}

int main()

{

char str[100];

cout << "Enter a string: ";

cin.get(str, 100);

stringLength(str);

return 0;

}

**Problem 77:**

**Write a function that takes a one-dimensional char array as input and**

**reverses the string.**

**Code:**

#include <iostream>

using namespace std;

void swap(char str1[], int size1, int size2)

{

char temp;

temp = str1[size1];

str1[size1] = str1[size2];

str1[size2] = temp;

}

void reverseString(char str[])

{

int count = -1;

int start(0);

int i = 0;

while (str[i++] != '\0')

{

count++;

}

int end = count;

while (start < end)

{

swap(str, start, end);

start++;

end--;

}

cout << "Reverse String is: " << str;

}

int main()

{

char str[100];

cout << "Enter a string: ";

cin.get(str, 100);

//cout << str;

reverseString(str);

return 0;

}

**Problem 78:**

**Write a function that concatenates two one-dimensional char arrays**

**into one.**

**Code:**

#include <iostream>

using namespace std;

void concatenateStrings(char dest[], const char src[])

{

int count1 = 0;

while (dest[count1] != '\0')

{

count1++;

}

int count2 = 0;

while (src[count2] != '\0')

{

count2++;

}

for (int a = 0; a < count2; a++)

{

dest[count1 + a] = src[a];

}

dest[count1 + count2] = '\0';

cout << "Concatenate array is : " << dest;

}

int main()

{

char str1[100], str2[100];

cout << "Enter the string 1 : ";

cin.get(str1, 100);

cin.ignore();

cout << "Enter the string 2 : ";

cin.get(str2, 100);

concatenateStrings(str1, str2);

return 0;

}

**Problem 79:**

**Write a function that converts all the characters in a one-dimensional char array to uppercase.**

**Code:**

#include <iostream>

using namespace std;

void toUpperCase(char str[])

{

int i = 0;

while (str[i] != '\0')

{

if(str[i]>='a'&&str[i]<='z')

str[i] = str[i] - 32;

i++;

}

cout << str;

}

int main()

{

char str1[100];

cout << "Enter the string : ";

cin.get(str1, 100);

toUpperCase(str1);

return 0;

}

**Problem 80:**

**Write a function that counts the number of vowels and consonants in a**

**one-dimensional char array.**

**Code:**

#include <iostream>

using namespace std;

void countVowelsConsonants(const char str[], int& vowels, int& consonants)

{

int i = 0;

while (str[i] != '\0')

{

char a=str[i];

if (a == 'a'||a=='e'||a=='i'||a=='o'||a=='u')

{

vowels++;

}

else

consonants++;

i++;

}

}

int main()

{

int vowel = 0,cons=0;

char str[100];

cout << "Enter a string: ";

cin.get(str, 100);

countVowelsConsonants(str, vowel, cons);

cout << "Vowels: " << vowel << "\t Consonents: " << cons;

return 0;

}

**Problem 81:**

**Write a function that replaces all occurrences of a specific character in a one-dimensional char array with another character.**

**Code:**

#include <iostream>

using namespace std;

void replaceCharacter(char str[], char &oldChar, char &newChar)

{

int count = 0;

while (str[count] != '\0')

{

count++;

}

for (int i = 0; i < count; i++)

{

if (str[i] == oldChar)

{

str[i] = newChar;

}

}

}

int main()

{

char old,current;

char str[100];

cout << "Enter a string: ";

cin.get(str, 100);

cout << "Enter the charcter from string which you want to replace: ";

cin >> old;

cout << "Enter the charcter by which you want to replace: ";

cin >> current;

replaceCharacter(str, old,current);

cout << "New string is : " << str;

return 0;

}

**Problem 82:**

**8: Write a function that removes all duplicate characters from a one-**

**dimensional char array.**

**Code:**

#include <iostream>

using namespace std;

void removeDuplicates(char str[])

{

int count = 0;

while (str[count] != '\0')

{

count++;

}

for (int i = 0; i < count; i++)

{

for (int j = i + 1; j < count; j++)

{

if (str[i] == str[j])

{

str[j] = '1';

}

}

if (str[i] != '1')

{

cout << str[i];

}

// for (int i = 0; i < count; i++)

/// {

// if (str[i] == '1')

// {

// str[i] = '\0';

// }

// }

// cout << endl<<str;

}

}

int main()

{

char ary[30];

cout << "Enter the string to reverse it: ";

cin >> ary;

removeDuplicates(ary);

return 0;

}

**Problem 83:**

**Write a program that dynamically allocates a char array based on the**

**user's input size. Implement these functions:**

**Code:**

#include <iostream>

using namespace std;

void inputCharArray(char ary[], int size)

{

cout << "Enter the characters in array: ";

for (int i = 0; i < size; i++)

{

cin >> ary[i];

}

}

void displayCharArray(char ary[],int size)

{

cout << "The entered character in array are: ";

for (int i = 0; i < size; i++)

{

cout << ary[i];

}

}

int main()

{

int size;

cout << "Enter the size of array: ";

cin >> size;

char\* ary = new char[size];

inputCharArray(ary, size);

displayCharArray(ary,size);

delete[] ary;

return 0;

}

**Problem 84:**

**10: Write a program where the char array is used to store a user's string input. Implement these functions:**

** allocateArray: Allocates memory for the array.**

** inputCharArray: Reads the string from the user.**

** replaceSpacesWithUnderscores: Replaces all spaces in the array with**

**underscores.**

** displayCharArray: Displays the modified string.**

** deallocateArray: Frees the allocated memory.**

**Code:**

**Problem 85:**

**Code:**

**Problem 86:**

**Code:**

#include <iostream>

using namespace std;

char \*allocateArray()

{

char \*str = new char[20];

return str;

}

void inputCharArray(char str[])

{

cout << "Enter the string: ";

cin.get(str, 20);

}

void replaceSpacesWithUnderscores(char str[])

{

for (int i = 0; i < 20; i++)

{

if (str[i] == ' ')

{

str[i] = '\_';

}

}

}

void displayCharArray(char str[])

{

cout << "New string is: "<<str;

}

void deallocateArray(char \*str)

{

delete[] str;

}

int main()

{

char\* str= allocateArray();

inputCharArray(str);

replaceSpacesWithUnderscores(str);

displayCharArray(str);

deallocateArray(str);

return 0;

}

**Problem 87:**

**The task is to develop a simple program to manage student records for a small classroom. Each**

**student has a name, roll number, and marks in three subjects (Math, Science, and English).**

**● Define a struct named Student with members for storing the student's name, roll**

**number, and marks in three subjects.**

**● Create three individual Student variables.**

**● Write a program that inputs the details for each student and then displays the details**

**along with the total marks for each student.**

**Code:**

#include<iostream>

#include<string>

using namespace std;

struct student {

string name;

int roll = 1;

int marks1 = 1;

int marks2 = 1;

int marks3 = 1;

//int total = marks1 + marks2 + marks3;

};

int main()

{

student p1, p2, p3;

int a1, a2, a3;

cout << "Enter the name of Student 1: ";

getline(cin, p1.name);

// cin.ignore();

cout << "Enter the roll# of student 1: ";

cin >> p1.roll;

cout << "Enter the marks of Student 1 in math: ";

cin >> p1.marks1;

cout << "Enter the marks of Student 1 in science: ";

cin >> p1.marks2;

cout << "Enter the marks of Student 1 in english: ";

cin >> p1.marks3;

a1 = p1.marks1 + p1.marks2 + p1.marks3;

cin.ignore();

cout << "Enter the name of Student 2: ";

getline(cin, p2.name);

//cin.ignore();

cout << "Enter the roll# of student 2: ";

cin >> p2.roll;

cout << "Enter the marks of Student 2 in math: ";

cin >> p2.marks1;

cout << "Enter the marks of Student 2 in science: ";

cin >> p2.marks2;

cout << "Enter the marks of Student 2 in english: ";

cin >> p2.marks3;

a2 = p2.marks1 + p2.marks2 + p2.marks3;

cin.ignore();

cout << "Enter the name of Student 3: ";

getline(cin, p3.name);

//cin.ignore();

cout << "Enter the roll# of student 3: ";

cin >> p3.roll;

cout << "Enter the marks of Student 3 in math: ";

cin >> p3.marks1;

cout << "Enter the marks of Student 3 in science: ";

cin >> p3.marks2;

cout << "Enter the marks of Student 3 in english: ";

cin >> p3.marks3;

a3 = p3.marks1 + p3.marks2 + p3.marks3;

cout << "Student 1:" << p1.name << " ,Roll number: " << p1.roll << ", Total marks: " << a1 << endl;

cout << "Student 2:" << p2.name << " ,Roll number: " << p2.roll << ", Total marks: " << a2 << endl;

cout << "Student 3:" << p3.name << " ,Roll number: " << p3.roll << ", Total marks: " << a3 << endl;

return 0;

}

**Problem 88:**

**The task is to develop a simple program to keep track of cars in a garage. Each car has a model**

**name, year of manufacture, and mileage.**

**● Define a struct named Car with members for storing the car's model name, year of**

**manufacture, and mileage.**

**● Create one Car variable.**

**● Write a program that inputs the details for the car and then displays the details.**

**Code:**

#include<iostream>

#include<string>

using namespace std;

struct car {

int year;

string model;

int avg;

};

int main()

{

car p1;

cout << "Enter the Details of car: " << endl;

cout << "Model Name: ";

getline(cin, p1.model);

cout << "Manufacture: ";

cin >> p1.year;

cout << "Mileage: ";

cin >> p1.avg;

cout << endl;

cout << "Car: " << p1.model << ", Year: " << p1.year << ", Mileage: " << p1.avg;

}

**Problem 89:**

**The task is to create a program to manage books in a library. Each book has a title, author, and**

**ISBN number.**

**● Define a struct named Book with members for storing the book's title, author, and**

**ISBN number.**

**● Create two individual Book variables.**

**● Write a program that inputs the details for each book and then displays the details.**

**Code:**

#include<iostream>

#include<string>

using namespace std;

struct book {

string book;

string author;

string isbn;

};

int main()

{

book b1, b2;

cout << "Enter details for book 1"<<endl;

cout << "Title: ";

getline(cin,b1.book);

cout << "Author: ";

getline(cin, b1.author);

cout << "ISBN: ";

getline(cin, b1.isbn);

cout << "Enter details for book 2" << endl;

cout << "Title: ";

getline(cin, b2.book);

cout << "Author: ";

getline(cin, b2.author);

cout << "ISBN: ";

getline(cin, b2.isbn);

cout << endl;

cout << "Book 1: " << "\"" << b1.book << "\"" << " by " << b1.author << ", ISBN: " << b1.isbn<<endl;

cout << "Book 2: " << "\"" << b2.book << "\"" << " by " << b2.author << ", ISBN: " << b2.isbn << endl;

return 0;

}

**Problem 90:**

**The task is to develop a program to manage employee salaries in a company. Each employee**

**has a name, ID, basic salary, and a bonus percentage.**

**● Define a struct named Employee with members for storing the employee's name, ID,**

**basic salary, and bonus percentage.**

**● Create two individual Employee variables.**

**● Write a program that inputs the details for each employee and then calculates and**

**displays their total salary, which is the sum of the basic salary and the bonus amount.**

**Code:**

#include<iostream>

#include<string>

using namespace std;

struct employee {

string name;

int id;

float basic;

float bonus;

};

int main()

{

float sal1,sal2;

employee e1, e2;

cout << "Enter the deatails of employee 1:" << endl;

cout << "Name: ";

getline(cin, e1.name);

cout << "ID: ";

cin >> e1.id;

cout << "Basic Salary: ";

cin >> e1.basic;

cout << "Bonus in %: ";

cin >> e1.bonus;

cout << endl;

e1.bonus = e1.basic \* (e1.bonus / 100);

sal1 = e1.bonus + e1.basic;

cin.ignore();

cout << "Enter the deatails of employee 2:" << endl;

cout << "Name: ";

getline(cin, e2.name);

cout << "ID: ";

cin >> e2.id;

cout << "Basic Salary: ";

cin >> e2.basic;

cout << "Bonus in %: ";

cin >> e2.bonus;

e2.bonus = e2.basic \* (e2.bonus / 100);

sal2 = e2.bonus + e2.basic;

cout << endl;

cout << "Employee 1: " << e1.name << ", ID: " << e1.id << ", Total Salary: " << sal1 << endl;

cout << "Employee 2: " << e2.name << ", ID: " << e2.id << ", Total Salary: " << sal2 << endl;

return 0;

}

**Problem 91:**

**Write a C++ program that:**

**• Creates a function inputArray to read n integers into an array.**

**• Passes the array to a function reverseArray that reverses the elements.**

**• Uses a function outputArray to display the reversed array.**

**Code:**

#include<iostream>

using namespace std;

void inputarray(int arr[], int size)

{

cout << "Please enter the numbers in the array: ";

for (int i = 0; i < size; i++)

{

cin >> arr[i];

}

}

void reversearray(int arr[], int size)

{

for (int i = size - 1; i >= 0; i--)

{

cout << arr[i] << " ";

}

}

void outputarray(int arr[], int size)

{

cout << "Reverse array is :";

cout << endl;

reversearray(arr, size);

}

int main()

{

int size;

cout << "Enter the size of array: ";

cin >> size;

int\*arr=new int [size];

inputarray(arr, size);

outputarray(arr, size);

delete [] arr;

return 0;

}

**Problem 92:**

**Write a C++ program that:**

**• Creates a function inputArray to read n integers into an array.**

**• Passes the array to a function countEvenOdd that counts the number of even and odd numbers.**

**• Uses a function outputCounts to display the count of even and odd numbers.**

**Code:**

#include<iostream>

using namespace std;

void inputarray(int arr[], int size)

{

cout << "Please enter the numbers in the array: ";

for (int i = 0; i < size; i++)

{

cin >> arr[i];

}

}

void countevenodd(int arr[], int size, int& evencount, int& oddcount)

{

for (int i = 0; i < size; i++)

{

if (arr[i] % 2 == 0)

{

evencount++;

}

else

{

oddcount++;

}

}

}

void outputcounts(int counteven, int countodd)

{

cout << "Total even numbers in array are " << counteven << endl;

cout << "Total odd numbers in array are " << countodd;

}

int main()

{

int even = 0, odd = 0;

int size;

cout << "Enter the size of array: ";

cin >> size;

int \*arr=new int[size];

inputarray(arr, size);

countevenodd(arr, size, even, odd);

outputcounts(even, odd);

delete [] arr;

return 0;

}

**Problem 93:**

**Write a C++ program that:**

**• Creates a function inputArray to read n integers into an array.**

**• Passes the array to a function findFrequency that calculates the frequency of each element.**

**• Uses a function outputFrequencies to display each element and its frequency.**

**Code:**

Code

#include<iostream>

using namespace std;

void inputarray(int arr[], int size)

{

cout << "Please enter the numbers in the array: ";

for (int i = 0; i < size; i++)

{

cin >> arr[i];

}

}

void findFrequency(int arr[], int size, int freq[])

{

int frequency;

for (int i = 0; i < size; i++)

{

if (arr[i] == -1)

{

continue;

}

frequency = 1;

for (int j = i + 1; j < size; j++)

{

if (arr[i] == arr[j])

{

frequency++;

arr[j] = -1;

}

}

freq[i] = frequency;

}

}

void outputfrequencies(int arr[], int size, int freq[])

{

for (int i = 0; i < size; i++)

{

if (arr[i] != -1)

{

cout << arr[i] << " is repeated " << freq[i] << " times." << endl;

}

}

}

int main()

{

int size;

cout << "Enter the size of array: ";

cin >> size;

int\* arr=new int[size];

int \*freq=new int[size];

inputarray(arr, size);

findFrequency(arr, size, freq);

outputfrequencies(arr, size, freq);

delete [] arr;

delete[] freq;

}

**Problem 94:**

**Write a C++ program that:**

**• Creates two functions inputArray1 and inputArray2 to read n integers into two separate arrays.**

**• Creates a function mergeArrays that merges the two arrays into a third array.**

**• Creates a function sortArray that sorts the merged array.**

**• Creates a function outputArray to display the sorted, merged array.**

**Code:**

#include<iostream>

using namespace std;

void inputarray1(int arr1[], int size1)

{

for (int i = 0; i < size1; i++)

{

cin >> arr1[i];

}

}

void inputarray2(int arr2[], int size2)

{

for (int i = 0; i < size2; i++)

{

cin >> arr2[i];

}

}

void mergearrays(int arr1[], int size1, int arr2[], int size2, int mergedarray[])

{

for (int i = 0; i < size1; i++)

{

mergedarray[i] = arr1[i];

}

for (int i = 0; i < size2; i++)

{

mergedarray[i + size1] = arr2[i];

}

}

void sortarray(int arr[], int size)

{

int temp;

for (int i = 0; i < size - 1; i++)

{

for (int j = 0; j < size - i - 1; j++)

{

if (arr[j] > arr[j + 1])

{

temp = arr[j];

arr[j] = arr[j + 1];

arr[j + 1] = temp;

}

}

}

}

void outputArray(int arr[], int size)

{

cout << "Merged and sorted array is : " << endl;

sortarray(arr, size);

for (int i = 0; i < size; i++)

{

cout << arr[i] << " ";

}

}

int main()

{

int size1;

int\* arr1=new int[size1];

int size2 ;

int \*arr2=new int[size2];

cout << "Enter the size of array1 :";

cin >> size1;

int \*mergedarr=new int[size1+size2];

cout << "Enter the numbers in array 1: " << endl;

inputarray1(arr1, size1);

cout << "Enter the size of array2 :";

cin >> size2;

cout << "Enter the numbers in array 2: " << endl;

inputarray2(arr2, size2);

mergearrays(arr1, size1, arr2, size2, mergedarr);

outputArray(mergedarr, size1 + size2);

delete [] arr1;

delete[]arr2;

delete[] mergedarr;

return 0;

}

**Problem 95:**

**Write a C++ program that:**

**• Creates a function inputMatrix to read integers into a 3x4 matrix.**

**• Pass the matrix to a function rowSums to calculate and store the sum of each row into a 1D array.**

**• Use the function outputSums to display the sum of each row.**

**Code:**

#include <iostream>

using namespace std;

void inputmatrix(int mat[3][4])

{

for (int i = 0; i < 3; i++)

{

for (int j = 0; j < 4; j++)

{

cin >> mat[i][j];

}

}

}

void rowsum(int mat[3][4],int arr[],int size)

{

for (int i = 0; i < 3; i++)

{

int sum = 0;

for (int j = 0; j < 4; j++)

{

sum = sum + mat[i][j];

arr[i] = sum;

}

}

}

void outputsums(int arr[],int size)

{

for (int i = 0; i < 3; i++)

{

cout << "Sum of row " << i << " is " << arr[i]<<endl;

}

}

int main()

{

int mat[3][4];

int arr[3];

cout << "Enter the numbers in array of 3 by 4 ";

inputmatrix(mat);

rowsum(mat, arr, 3);

outputsums(arr, 3);

}

**Problem 96:**

**Write a program to manage student data for a class of 20 students. The program will:**

**1. Read the names of the students and their test scores.**

**2. Assign grades to each student based on their test scores.**

**3. Identify and print the highest test score along with the names of the students who achieved that score.**

**Code:**

#include <iostream>

using namespace std;

struct studentType

{

string first\_name="none";

string last\_name="none";

int test\_score=0;

char grade='N';

};

void readStudentData(studentType arr[],const int size)

{

cout << "Enter Student Data:" << endl;

for (int i = 0; i < size; ++i)

{

cout << "Student " << i + 1 << ":" << endl;

cout << "Enter the first name: ";

cin >> arr[i].first\_name;

cout << "Enter the last name: ";

cin >> arr[i].last\_name;

cout << "Enter the marks obtained: ";

cin >> arr[i].test\_score;

}

}

void assignGrades(studentType arr[],int size)

{

for (int i = 0; i < size; i++)

{

if (arr[i].test\_score >= 90)

arr[i].grade = 'A';

else if (arr[i].test\_score >= 80)

arr[i].grade = 'B';

else if (arr[i].test\_score >= 70)

arr[i].grade = 'C';

else if (arr[i].test\_score >= 60)

arr[i].grade = 'D';

else

arr[i].grade = 'F';

}

}

void displaydata(studentType arr[], int size)

{

cout << endl<<"Student Data:" << endl;

for (int i = 0; i < size; i++)

{

cout << arr[i].first\_name << " " << arr[i].last\_name << " : Test Score: " << arr[i].test\_score << ", Grade: "

<< arr[i].grade << endl;

}

}

int findHighestScore(studentType arr[], int size)

{

int highest = arr[0].test\_score;

int current;

for (int i = 1; i < size; i++)

{

current = arr[i].test\_score;

if (current > highest)

highest = current;

}

return highest;

}

void printStudentsWithHighestScore(studentType arr[], int size,int highest)

{

cout << "Student with highest Test Score are: " << endl;

for (int i = 0; i < size; i++)

{

if (arr[i].test\_score == highest)

cout << arr[i].first\_name << " " << arr[i].last\_name << endl;

}

}

int main()

{

int highest;

const int size = 20;

studentType arr[size];

readStudentData(arr, size);

assignGrades(arr,size);

displaydata(arr, size);

highest=findHighestScore(arr, size);

cout << endl<<endl;

cout << "Highest Test Score: " << highest << endl << endl;

printStudentsWithHighestScore(arr, size, highest);

return 0;

}

**Problem 97:**

**Write a C++ program that processes a sentence from a file named dataFile.txt. The program should first read the content of the file, then remove any punctuation marks such as commas, periods, and semicolons. After cleaning the sentence, the program should split it into individual words and calculate the length of each word. Finally, the program should write the words along with their respective lengths to a new file, output.txt, in the format word length, where each word and its length appear on a separate line. This task should be accomplished using functions to ensure modularity and clarity in the code.**

**Code:**

#include <iostream>

#include<string>

#include<fstream>

using namespace std;

void checkfile(ifstream &Inputfile,ofstream &Outputfile)

{

if (!Inputfile)

{

cout << "Error";

return ;

}

if (!Outputfile)

{

cout << "error";

return ;

}

}

string checkpunctuation(string line)

{

string cleanline;

for (char ch : line)

{

if (ch != ',' && ch != '.' && ch != ';' && ch != ':' && ch != '?' && ch != '!' &&

ch != '"' && ch != '\'' && ch != '(' && ch != ')' && ch != '-' && ch != '\_' &&

ch != '[' && ch != ']' && ch != '{' && ch != '}')

{

cleanline = cleanline + ch;

}

}

return cleanline;

}

void function(ofstream &Outputfile,string line)

{

string word;

for (char ch : line)

{

if (ch == ' ')

{

if (!word.empty())

{

Outputfile << word << " " << word.length() << endl;

word.clear();

}

}

else

word = word + ch;

}

if (!word.empty()) {

Outputfile << word << " " << word.length() << endl;

}

}

int main()

{

string line;

ifstream Inputfile("data.txt");

ofstream Outputfile("output.txt");

checkfile(Inputfile,Outputfile);

while (getline(Inputfile, line))

{

line = checkpunctuation(line);

function(Outputfile, line);

}

Inputfile.close();

Outputfile.close();

}

**Problem 98:**

**ActiveLife Fitness Center is a community gym that offers various membership plans to cater to the fitness needs of its clients. To ensure accurate and transparent billing, ActiveLife has decided to implement a program to calculate membership fees based on the type of membership and the number of months the client wishes to enroll.**

**The membership fee structure is as follows:**

**1. Basic Membership:**

**o $30 per month for a maximum of 6 months.**

**o If the membership is extended beyond 6 months, the rate is reduced to $25 per month.**

**2. Premium Membership:**

**o $50 per month for any duration.**

**o However, if the client signs up for more than 12 months, the monthly fee is reduced to $45.**

**3. Family Membership:**

**o A flat rate of $80 per month for up to 4 members.**

**o For each additional member, the rate increases by $10 per month.**

**As a programmer for ActiveLife, you need to develop a program that achieves the following:**

**• Prompt the user to select the type of membership (1 for Basic, 2 for Premium, 3 for Family).**

**• Ask the user to enter the number of months for which they want to enroll and the number of family members (if applicable).**

**• Use a switch statement to calculate the total membership fee based on the selected membership type.**

**• Display the final membership fee.**

**Code:**

#include <iostream>

using namespace std;

int main() {

    int choice, month, member;

    double fee;

    cout << "Welcome to ActiveLife Fitness Center!" << endl;

    cout << "Please select the type of membership:" << endl;

    cout << "1. Basic\n2. Premium\n3. Family" << endl;

    cout << "Enter your membership type (1-3): ";

    cin >> choice;

    if (choice <= 0 || choice > 3) {

        cout << "Invalid choice selected" << endl;

        return 0;

    }

    cout << "Enter the number of months: ";

    cin >> month;

    if (month <= 0) {

        cout << "Invalid month number." << endl;

        return 0;

    }

    switch (choice) {

        case 1:

            if (month <= 6) {

                fee = 30 \* month;

            } else {

                fee = 25 \* month;

            }

            break;

        case 2:

            if (month <= 12) {

                fee = 50 \* month;

            } else {

                fee = 45 \* month;

            }

            break;

        case 3:

            cout << "Enter the number of family members: ";

            cin >> member;

            if (member <= 4) {

                fee = 80 \* month;

            } else {

                fee = (80 \* month) + (10 \* (member - 4) \* month);

            }

            break;

    }

    cout << "Your total membership fee is: $" << fee << endl;

    return 0;

}

**Problem 99:**

**Number Crunchers Academy has introduced a new program aimed at teaching students about special numbers in mathematics. As part of this initiative, students are tasked with writing a program to verify whether a given number is an Armstrong number.**

**An Armstrong number for a three-digit number is defined as a number where the sum of its digits raised to the power of three equals the number itself. For example, 370 is an Armstrong number:**

**The program will ask users to input a three-digit number and check if it is an Armstrong number.**

**Code:**

#include <iostream>

using namespace std;

int main() {

    int num, a, b, c, q;

    cout << "Enter a three-digit number: ";

    cin >> num;

    q = num;

    a = num % 10;

    num = num / 10;

    b = num % 10;

    num = num / 10;

    c = num % 10;

    if ((a \* a \* a) + (b \* b \* b) + (c \* c \* c) == q) {

        cout << q << " is an Armstrong number." << endl;

    } else {

        cout << q << " is not an Armstrong number." << endl;

    }

    return 0;

}

**Problem 100:**

**Write a C++ program that allows a user to enter details of multiple warriors, save their information in a file, retrieve the data from the file, and simulate a battle between the first two warriors. Ensure that attack power is always greater than defense power and display the battle sequence with health updates. The program should also save the battle log in the file."**

**Code:**

#include<iostream>

#include<string>

#include<fstream>

using namespace std;

struct DATA {

    string name;

    int health;

    int attack;

    int defense;

};

int main() {

    int num;

    cout << "Name: Najmul Arifeen\nRoll #: fa24-bse-102\n"; // Name and roll #

    cout << "Enter the number of warriors: ";

    cin >> num;

    DATA\* data = new DATA[num]; // dynamically creating array

    ofstream file("data.txt");

    if (!file) {

        cout << "Error: Unable to create file." << endl; // Fixed error message

        return 1;

    }

    for (int i = 0; i < num; i++) {

        cout << "Enter details for Warrior " << i + 1 << ":\n";

        cout << "Name: ";

        cin >> data[i].name;

        cout << "Health: ";

        cin >> data[i].health; // details of warriors

        do {

            cout << "Attack power must be greater than defense power.\n";

            cout << "Attack Power: ";

            cin >> data[i].attack;

            cout << "Defense Power: ";

            cin >> data[i].defense;

        } while (data[i].attack < data[i].defense);

        cout << endl;

        file << "Name: " << data[i].name << "\nHealth: " << data[i].health

             << "\nAttack Power: " << data[i].attack << "\nDefense Power: " << data[i].defense << "\n\n";

    }

    cout << "Data was saved in the file successfully." << endl;

    file.close(); // closing the file

    ifstream input("data.txt");

    if (!input) {

        cout << "Error: Unable to open file for reading." << endl;

        return 1;

    }

    string line;

    int a, i = 0, j;

    while (i < num) {

        j = 0;

        while (input >> a) {

            if (j == 4) continue; // skipping invalid index

            if (j == 0) data[i].name = a;

            else if (j == 1) data[i].health = a;

            else if (j == 2) data[i].attack = a;

            else if (j == 3) data[i].defense = a;

            j++;

        }

        i++;

    }

    input.close();

    ofstream write("data.txt", ios::app);

    cout << "\n\nBattle Begins: " << data[0].name << " vs " << data[1].name << endl;

    write << "\n\nBattle Begins: " << data[0].name << " vs " << data[1].name << endl;

    int s;

    int health1, health2, attack1, attack2, defense1, defense2;

    string name1, name2;

    name1 = data[0].name;

    name2 = data[1].name;

    health1 = data[0].health;

    health2 = data[1].health;

    attack1 = data[0].attack;

    attack2 = data[1].attack;

    defense1 = data[0].defense;

    defense2 = data[1].defense;

    int damage1, damage2;

    s = 0;

    while (health1 > 0 && health2 > 0) {

        if (s % 2 == 0) {

            damage2 = attack1 - defense2;

            health2 = max(0, health2 - damage2);

            cout << data[0].name << " attacks " << data[1].name << " and deals " << damage2 << " damage. "

                 << data[1].name << "'s health: " << health2 << endl;

            write << data[0].name << " attacks " << data[1].name << " and deals " << damage2 << " damage. "

                  << data[1].name << "'s health: " << health2 << endl;

        } else {

            damage1 = attack2 - defense1;

            health1 = max(0, health1 - damage1);

            cout << data[1].name << " attacks " << data[0].name << " and deals " << damage1 << " damage. "

                 << data[0].name << "'s health: " << health1 << endl;

            write << data[1].name << " attacks " << data[0].name << " and deals " << damage1 << " damage. "

                  << data[0].name << "'s health: " << health1 << endl;

        }

        s++;

    }

    if (health1 == 0) {

        cout << data[1].name << " wins!\n";

        write << data[1].name << " wins!\n";

    } else if (health2 == 0) {

        cout << data[0].name << " wins!\n";

        write << data[0].name << " wins!\n";

    }

    cout << "\nData was saved in the file successfully.\n";

    write << "\nData was saved in the file successfully.\n";

    write.close();

    delete[] data;

    return 0;

}

**Problem 101:**

**A sports club is maintaining performance statistics for two players. Each player’s details include their name, sport, matches played, and total score. The club wants a system to calculate the average score for each player and display players with an average score greater than 50. Write a C++ program that defines a struct named Player with the following attributes:**

**• name, sport, matchesPlayed, totalScore, and averageScore.**

**Take input for two players, calculate their average scores, and display their details. Display players with an average score above 50.**

**Code:**

#include<iostream>

#include<string>

using namespace std;

struct player {

string name;

string sport;

int matchesplayed;

int totalscore;

double averagescore;

};

int main()

{

player p1, p2;

cout << "Enter details for Player 1:"<<endl;

cout << "NAME: ";

getline(cin, p1.name);

cout << "Sport: ";

cin >> p1.sport;

cout << "Matches Played: ";

cin >> p1.matchesplayed;

cout << "Total Score: ";

cin >> p1.totalscore;

cin.ignore();

p1.averagescore = p1.totalscore / (double)p1.matchesplayed;

cout << endl << endl;

cout << "Enter details for Player 2:" << endl;

cout << "NAME: ";

getline(cin, p2.name);

cout << "Sport: ";

cin >> p2.sport;

cout << "Matches Played: ";

cin >> p2.matchesplayed;

cout << "Total Score: ";

cin >> p2.totalscore;

cin.ignore();

p2.averagescore = p2.totalscore / (double) p2.matchesplayed;

cout << endl << endl;

cout << "Player Details:" << endl<<endl;

cout << "Player 1 - Name: " << p1.name << ", Sport: " << p1.sport << ",

Matches Played: " << p1.matchesplayed

<< ", Average Score: " << p1.averagescore<<endl<<endl;

cout << "Player 2 - Name: " << p2.name << ", Sport: " << p2.sport << ",

Matches Played: " << p2.matchesplayed

<< ", Average Score: " << p2.averagescore << endl << endl;

cout << "Players with an average score above 50:"<<endl;

if (p1.averagescore > 50)

cout << p1.name << " with an Average Score of " <<

p1.averagescore<<endl;

if (p2.averagescore > 50)

cout << p2.name << " with an Average Score of " << p2.averagescore <<

endl;

return 0;

}

**Problem 102:**

Write a **C++ program** that:

1. Takes **two positive integers** as input, representing the **start** and **end** of a range.
2. Ensures that the start is **less than or equal** to the end and both numbers are **non-negative**.
3. Finds and displays all **composite numbers** in the given range.
   * A **composite number** is a number that has **more than two** factors (excluding 0 and 1).
4. Calculates and prints the **sum of all composite numbers** in the range.

**Code:**

#include<iostream>

using namespace std;

int main()

{

int start, end,c,sum=0;

cout << "Enter the start of the range: ";

cin >> start;

cout << "Enter the end of the range: ";

cin >> end;

if ((start > end)||(start<0||end<0))

{

cout << "Invalid range. Please ensure the start is less than or equal

to the end, and both are positive integers.";

return 0;

}

cout << "Composite numbers between " << start << " and " << end << " are : ";

for (int i = start; i <= end; i++)

{

c = 0;

for (int j = 1; j <= i; j++)

{

if (i % j == 0)

{

c++;

}

}

if (c != 2||i==2)

{

if (i != 0 && i != 1)

{

cout << i << " ";

sum = sum + i;

}

}

}

cout << endl;

cout << "Sum of composite numbers: " << sum;

}

**Project**

**Electricity bill and management system**

#include<iostream>

#include<string>

#include<fstream>

#include<iomanip>

using namespace std;

int ptv = 35;

double fpa = 8.00;

double sales\_tax = 5.00;

int revenue = 0;

int UNITS = 0;

float unit\_prices[3][4] = {

    {12, 18, 25, 30},       // Residential

    {15, 25, 40, 50},       // Commerecial

    {20, 30, 45, 60}        // Industry

};

struct info

{                                                            //struct

    string category;

    string name;

    string cnic;

    string address;

    int billid = 0;

    int previous\_units = 0;

    int current\_units = 0;

    int units\_consumed = 0;

    double total\_bill = 0.0;

    string status = "unpaid";

};

//prototypes of update setting option

void current\_taxes();

void update\_taxes();

void change\_unit\_price();

void current\_unit\_price();

void updatesetting();

//protoypes of search bill option

int searchbill(info& p1);

int stringToInt(string);

int taxes(double total\_bill)             //bill calculating on taxes

{

    double fpa\_, sales\_tax\_;

    double total\_taxes;

    cout << "PTV Fee: " << ptv << " /-Rs" << endl;

    fpa\_ = total\_bill \* (fpa / 100);

    cout << "Fuel Price Adjustment (" << fpa << "%):" << fpa\_ << " Rs" << endl;

    sales\_tax\_ = total\_bill \* (sales\_tax / 100);

    cout << "Sales Tax (" << sales\_tax << "%):" << sales\_tax\_ << " Rs" << endl;

    total\_taxes = ptv + fpa\_ + sales\_tax\_;

    cout << "Total amount of taxes: " << total\_taxes << endl;

    total\_bill = total\_bill + total\_taxes;

    return total\_bill;

}

int calculatebill(int units, string category) // calculate bill on conditions like units

{                                             //consumed, unit price and category

    int u\_price;

    double total\_bill;

    if (category == "Residential")

    {

        if (units >= 0 && units <= 200)

        {

            u\_price = unit\_prices[0][0];

        }

        else if (units > 200 && units <= 500)

        {                                               //Residential

            u\_price = unit\_prices[0][1];

        }

        else if (units > 500 && units <= 1000)

        {

            u\_price = unit\_prices[0][2];

        }

        else

        {

            u\_price = unit\_prices[0][3];

        }

    }

    else if (category == "Commercial")

    {

        if (units >= 0 && units <= 300)

        {

            u\_price = unit\_prices[1][0];

        }

        else if (units > 300 && units <= 700)

        {

            u\_price = unit\_prices[1][1];              //Commercial

        }

        else if (units > 700 && units <= 1200)

        {

            u\_price = unit\_prices[1][2];

        }

        else

        {

            u\_price = unit\_prices[1][3];

        }

    }

    else

    {

        if (units >= 0 && units <= 500)

        {

            u\_price = unit\_prices[2][0];

        }

        else if (units > 500 && units <= 1000)

        {                                                //Industry

            u\_price = unit\_prices[2][1];

        }

        else if (units > 1000 && units <= 2000)

        {

            u\_price = unit\_prices[2][2];

        }

        else

        {

            u\_price = unit\_prices[2][3];

        }

    }

    total\_bill = u\_price \* units;

    return total\_bill;

}

int unitsconsumed(info& p1)                        // units consumed

{

    ofstream file("billsdata.txt", ios::app);

    if (!file)

    {

        cout << "Error: Opening the file on third time.";

        return 1;

    }

    int cur, prev, units;

    do {

        cout << "Previous Reading: ";

        cin >> prev;

    } while (prev < 0);

    do {

        cout << "Current Reading: ";

        cin >> cur;

    } while (cur < prev);

    p1.previous\_units = prev;

    file << setw(10) << p1.previous\_units;

    p1.current\_units = cur;

    file << setw(15) << p1.current\_units;

    units = cur - prev;            //globally store the total units provided by company

    UNITS += units;

    p1.units\_consumed = units;

    file << setw(15) << p1.units\_consumed;

    file.close();

    return units;

}

info customerdetails(info& p1)                      //customer details

{

    cin.ignore();

    ofstream file("billsdata.txt", ios::app);

    if (!file)

    {

        cout << "Error: Opening the file on second time.";

        exit(1);

    }

    p1.billid = rand();

    file << left << setw(10) << p1.billid;

    cout << "Bill ID: " << p1.billid << endl;

    file << setw(15) << p1.status;

    cout << "Enter the Name: ";

    getline(cin, p1.name);

    file << setw(15) << p1.name;

    cout << "Enter the Address: ";

    getline(cin, p1.address);

    file << setw(40) << p1.address;

    cout << "Enter CNIC #: ";

    cin >> p1.cnic;

    file << setw(12) << p1.cnic;

    cin.ignore();

    file.close();

    return p1;

}

void generatebill(info& p1)         //  bill generating

{

    int units;

    double total\_bill;

    customerdetails(p1);

    cout << endl;

    units = unitsconsumed(p1);

    cout << endl;

    cout << "No. of Units consumed: " << units;

    total\_bill = calculatebill(units, p1.category);

    cout << endl;

    cout << "------------Bill Without Taxes----------------" << endl;

    cout << "Total Bill without Taxes: " << total\_bill << " Rs" << endl;

    cout << "------------Bill After Taxes------------------" << endl;

    total\_bill = taxes(total\_bill);

    ofstream file("billsdata.txt", ios::app);

    if (!file)

    {

        cout << "Error: Opening the file on fourth time.";

        return;

    }

    p1.total\_bill = total\_bill;

    file << setw(22) << p1.total\_bill;

    file << setw(20) << p1.category << "\n";

    file.close();

    cout << "Total bill after taxes: " << total\_bill << " Rs";

}

int main()

{

    ofstream file("billsdata.txt");

    if (!file)

    {

        cout << "Error: Opening the file on first time.";

        return 1;

    }

    file << left << setw(10) << "Bill-ID" << setw(15) << "Status" << setw(15) << "Name" << setw(40)

        << "Address" << setw(17) << "CNIC#" << setw(16) << "Prev\_U" << setw(15) << "Current\_U"

        << setw(15) << "Consumed\_U" << setw(20) << "Total Bill" << "Category\n";

    file.close();

    info p1;

    srand(time(0));

    cout << "" << endl;       //formating

    cout << "                ==============================================================" << endl << endl;

    cout << "                |"; cout << "\033[1;35m"; cout << "           Najmul Arifeen | Roll No : FA24 - BSE - 102"; cout << "\033[0m"; cout << "        | " << endl << endl;

    cout << "                |"; cout << "\033[1;35m"; cout << "     Muhammad Hasnat Imtiaz | Roll No : FA24 - BSE - 081"; cout << "\033[0m"; cout << "      | " << endl << endl;

    cout << "                 ===============================================================            " << endl << endl << endl;

    cout << "              ==============================================================================" << endl << endl;

    cout << "              \*"; cout << "\033[1;34m"; cout << "                            ELECTRICITY BILL MANAGMENT SYSTEM \* " << endl << endl;

    cout << "\033[0m"; // Reset color

    cout << "              ==============================================================================" << endl;;

    cout << "" << endl << endl;

    string option[] = {

    "1. Calculate Electricity Bill\n",

    "2. Adjust Setting\n",

    "3. Search Bill\n",

    "4. Total Revenue and Consumed Units\n",

    "5. EXIT\n"

    };

    string category;

    int choice, num;

    cout << "==========================" << endl;

    cout << " Please Select an option " << endl;

    cout << "==========================" << endl << endl;

    while (true)

    {

        cout << "\033[1;31m";//red color

        for (int i = 0; i < 5; i++) {

            cout << option[i];

        }

        cout << "\033[0m";//reset color

        cout << endl;

        cout << "Enter your choice: ";

        cin >> choice;

        switch (choice) {

        case 1:

            for (int i = 1; i <= 3; i++)

            {

                if (i == 1)

                {

                    cout << endl;

                    cout << "Category ----->>>  Residential" << endl;

                    p1.category = "Residential";

                    cout << "Enter the number of residencial meter: ";

                    cin >> num;

                    for (int i = 1; i <= num; i++)

                    {

                        generatebill(p1);

                        cout << endl << endl;

                    }

                    cout << endl;

                }

                else if (i == 2)

                {

                    cout << endl;

                    cout << "Category ----->>>  Commercial" << endl;

                    p1.category = "Commercial";

                    cout << "Enter the number of commercial meter: ";

                    cin >> num;

                    for (int i = 1; i <= num; i++)

                    {

                        generatebill(p1);

                        cout << endl << endl;

                    }

                    cout << endl;

                }

                else if (i == 3)

                {

                    cout << endl;

                    cout << "Category ----->>>  Industry" << endl;

                    p1.category = "Industry";

                    cout << "Enter the number of industrial meter: ";

                    cin >> num;

                    for (int i = 1; i <= num; i++)

                    {

                        generatebill(p1);

                        cout << endl << endl;

                    }

                    cout << endl;

                }

                cout << endl;

            }

            break;

        case 2:

        {

            updatesetting();

            break;

        }

        case 3:

        {

            char ch;

            do {

                searchbill(p1);

                cout << "Do you want to continue searching (Y/N)";

                cin >> ch;

                if (ch == 'y' || ch == 'Y')

                {

                    continue;

                }

                else

                {

                    cout << "Exiting from searchbill option.\n\n";

                    break;

                }

            } while (true);

            break;

        }

        case 4:

            cout << "Total revenue =======>>>>   " << revenue << "/-Rs" << endl;

            cout << "Total units consumed ======>>>>>>   " << UNITS << endl;

            break;

        case 5:

            return 0;

            break;

        default:

            cout << "Wrong Option!\n\n";

            break;

        }

        cout << endl;

    }

    return 0;

}

void current\_taxes()              //current taxes

{

    cout << "PTV Fee (in rupees): " << ptv << "Rs" << endl;

    cout << "Fuel Price Adjustment: " << fpa << "%" << endl;

    cout << "Sales Tax: " << sales\_tax << "%" << endl << endl;

}

void update\_taxes()              //update taxes

{

    cout << "Enter the PTV fee (in rupees): ";

    cin >> ptv;

    cout << "Enter the Fuel Price Adjustment (in percentage): ";

    cin >> fpa;

    cout << "Enter the Sales Tax (in percentage): ";

    cin >> sales\_tax;

    cout << endl;

}

void change\_unit\_price()                      //changing the unit price

{

    cout << "------Residential------" << endl << endl;

    cout << " 0-200: ";

    cin >> unit\_prices[0][0];

    cout << " 201-500: ";

    cin >> unit\_prices[0][1];

    cout << " 501-1000: ";

    cin >> unit\_prices[0][2];

    cout << " Greater than 1000: ";

    cin >> unit\_prices[0][3];

    cout << endl;

    cout << "------Commercial------" << endl << endl;

    cout << " 0-300: ";

    cin >> unit\_prices[1][0];

    cout << " 301-700: ";

    cin >> unit\_prices[1][1];

    cout << " 701-1200: ";

    cin >> unit\_prices[1][2];

    cout << " Greater than 1200: ";

    cin >> unit\_prices[1][3];

    cout << endl;

    cout << "------Industry------" << endl << endl;

    cout << " 0-500: ";

    cin >> unit\_prices[2][0];

    cout << " 501-1000: ";

    cin >> unit\_prices[2][1];

    cout << " 1001-2000: ";

    cin >> unit\_prices[2][2];

    cout << " Greater than 2000: ";

    cin >> unit\_prices[2][3];

}

void current\_unit\_price()     //current unit prices according to category

{

    cout << "------Residential------" << endl << endl;

    cout << " 0-200: " << unit\_prices[0][0] << "/Rs" << endl;

    cout << " 201-500: " << unit\_prices[0][1] << "/Rs" << endl;

    cout << " 501-1000: " << unit\_prices[0][2] << "/Rs" << endl;

    cout << " Greater than 1000: " << unit\_prices[0][3] << "/Rs" << endl;

    cout << endl;

    cout << "------Commercial------" << endl << endl;

    cout << " 0-300: " << unit\_prices[1][0] << "/Rs" << endl;

    cout << " 301-700: " << unit\_prices[1][1] << "/Rs" << endl;

    cout << " 701-1200: " << unit\_prices[1][2] << "/Rs" << endl;

    cout << " Greater than 1200: " << unit\_prices[1][3] << "/Rs" << endl;

    cout << endl;

    cout << "------Industry------" << endl << endl;

    cout << " 0-500: " << unit\_prices[2][0] << "/Rs" << endl;

    cout << " 501-1000: " << unit\_prices[2][1] << "/Rs" << endl;

    cout << " 1001-2000: " << unit\_prices[2][2] << "/Rs" << endl;

    cout << " Greater than 2000: " << unit\_prices[2][3] << "/Rs" << endl << endl;

}

void updatesetting()        //updating the settings

{

    char ch;

    cout << "================Current Setting================" << endl << endl;

    cout << "----------------Current Taxes-------------------" << endl << endl;

    current\_taxes();

    cout << endl << endl;

    cout << "----------------Current Units Rate-------------------" << endl << endl;

    current\_unit\_price();

    do {

        cout << "Do you want to change the setting of taxes: (Y/N): ";

        cin >> ch;

        cout << endl;

        if (ch == 'Y' || ch == 'y')

        {

            update\_taxes();

        }

    } while (ch != 'y' && ch != 'Y' && ch != 'n' && ch != 'N');

    cout << endl;

    do {

        cout << "Do you want to change the setting of units price: (Y/N): ";

        cin >> ch;

        cout << endl;

        if (ch == 'Y' || ch == 'y')

        {

            change\_unit\_price();

        }

    } while (ch != 'y' && ch != 'Y' && ch != 'n' && ch != 'N');

    cout << "-------------------------------------" << endl;

}

int searchbill(info& p1)                // searching of bill

{

    string line, target;

    ifstream file("billsdata.txt");

    ofstream tempFile("temp.txt", ios::out);

    cout << "Enter the bill ID to search the bill: ";

    cin >> target;

    if (!file) {

        cout << "Error: Unable to open the file in searchbill function!" << endl;

        return 1;

    }

    if (!tempFile) {

        cout << "Error: Unable to create temporary file!" << endl;

        return 1;

    }

    bool found = false;

    while (getline(file, line))

    {

        string billid = "", status = "", address = "", name = "";

        string cnic = "", prev\_u = "", curr\_u = "", consumed\_u = "", category = "";

        string total\_bill = "";

        int i = 0;

        // Extract the bill-id

        while (line[i] != ' ') {

            billid += line[i];

            i++;

        }

        // Skip spaces after the bill-id

        while (line[i] == ' ') {

            i++;

        }

        // Extract the status

        while (line[i] != ' ') {

            status += line[i];

            i++;

        }

        // Skip spaces after the status

        while (line[i] == ' ') {

            i++;

        }

        // Extract the name

        while (line[i] != ' ') {

            name += line[i];

            i++;

        }

        // Skip spaces after the name

        while (line[i] == ' ') {

            i++;

        }

        // Extract the address

        while (line[i] != ' ') {

            address += line[i];

            i++;

        }

        // Skip spaces after the address

        while (line[i] == ' ') {

            i++;

        }

        // Extract the total-bill

        while (line[i] != ' ') {

            cnic += line[i];

            i++;

        }

        // Skip spaces after total-bill

        while (line[i] == ' ') {

            i++;

        }

        // Extract the cnic

        while (line[i] != ' ') {

            prev\_u += line[i];

            i++;

        }

        // Skip spaces after cnic

        while (line[i] == ' ') {

            i++;

        }

        // Extract the previous units

        while (line[i] != ' ') {

            curr\_u += line[i];

            i++;

        }

        // Skip spaces after previous units

        while (line[i] == ' ') {

            i++;

        }

        // Extract the current units

        while (line[i] != ' ') {

            consumed\_u += line[i];

            i++;

        }

        // Skip spaces after current units

        while (line[i] == ' ') {

            i++;

        }

        // Extract the total bill

        while (line[i] != ' ') {

            total\_bill += line[i];

            i++;

        }

        // Skip spaces after consumed units

        while (line[i] == ' ') {

            i++;

        }

        // Extract the category

        while (line[i] != '\0') {

            category += line[i];

            i++;

        }

        // Update status if the bill ID matches

        if (billid == target) {

            found = true;

            char ch;

            cout << "\nBill found!\n";

            cout << "\n\n-----------------Bill Details-----------------" << endl;

            cout << "Bill ID: " << billid << endl;

            cout << "Status: " << status << endl;

            cout << "Name: " << name << endl;

            cout << "Address: " << address << endl;

            cout << "CNIC: " << cnic << endl;

            cout << "Previous Units: " << prev\_u << endl;

            cout << "Current Units: " << curr\_u << endl;

            cout << "Consumed Units: " << consumed\_u << endl;

            cout << "Total Bill: " << total\_bill << endl;

            cout << "Category: " << category << endl;

            if (status == "unpaid") {

                do {

                    cout << "Do you want to pay the bill? (Y/N): ";

                    cin >> ch;

                    if (ch == 'Y' || ch == 'y') {

                        status = "paid";

                        cout << "\nStatus updated to 'paid' successfully!\n" << endl;

                        revenue = revenue + stringToInt(total\_bill);

                    }

                    else if (ch == 'N' || ch == 'n')

                    {

                        cout << "\nNo changes made to the bill status.\n" << endl;

                    }

                } while (ch != 'y' && ch != 'Y' && ch != 'n' && ch != 'N');

            }

            // Write the updated line to the temp file

            tempFile << left << setw(10) << billid << setw(15) << status << setw(15) << name << setw(40) << address

                << setw(12) << cnic << setw(10) << prev\_u << setw(15) << curr\_u << setw(15)

                << consumed\_u << setw(22) << total\_bill << setw(20) << category << "\n";

        }

        else

        {

            tempFile << line << endl;

        }

    }

    if (!found)

    {

        cout << "Bill ID not found!\n" << endl;

    }

    file.close();

    tempFile.close();                                                           // Close the files

    // Replace the original file with the temporary file

    if (remove("billsdata.txt") != 0) {

        cout << "Error: Unable to delete the original file!" << endl;

        return 1;

    }

    if (rename("temp.txt", "billsdata.txt") != 0) {

        cout << "Error: Unable to rename the temporary file!" << endl;

        return 1;

    }

    return 0;

}

int stringToInt(string str)

{

    int result = 0;

    for (char ch : str)

    {

        result = result \* 10 + (ch - '0'); // Convert character to digit and accumulate

    }

    return result;

}